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Abstract. M. Abdalla, M. Bellare and P. Rogaway proposed a variation of Diffie-Hellman assumption
named as oracle Diffie-Hellman(ODH) assumption. They recommend to use a one-way cryptographic
hash function for the ODH assumption. We notice that if the hash function is just one-way then there
will be an attack. We show that if the the hash function is non-malleable then the computational version
of ODH assumption can be reduced to the computational Diffie-Hellman(CDH) assumption. But we
can not reduce the ODH assumption to the decisional Diffie-Hellman(DDH) even if the hash function
is non-malleable. It seems that we need a random oracle hash function to reduce the ODH assumption
to the DDH assumption.
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1 Introduction

The Diffie-Hellman problem [1] and its variants are widely used in modern cryptographic systems[6,
8, 7, 9, 10]. There are several works to study classical and variable Diffie-Hellman problems [2, 3, 11,
5]. M. Abdalla, M. Bellare and P. Rogaway proposed a variation of Diffie-Hellman assumption
named as oracle Diffie-Hellman(ODH) assumption. The ODH assumption suppose that provide an
adversary A with (g ∈ G, gv, gu,W ) (G is a group of large prime order q) and an oracle Hv, which
computes the function H(Xv), the adversary can not tell whether W = H(guv) or not. M. Abdalla,
M. Bellare and P. Rogaway point out that for some simple choices of functions H, an adversary can
use the oracle Hv and the result of Boneh and Venkatesan[4] to solve the Diffie-Hellman problem.
They recommend to use a one-way cryptographic hash function for the ODH assumption and points
that these attacks do not appear to work when a one-way hash cryptographic hash function is used.

1.1 Our Contributions

We notice that if the hash function is one-way but not non-malleable then we can constructs an
attack on the ODH problem. We show that if the the hash function is non-malleable then the com-
putational version of ODH assumption can be reduced to the computational Diffie-Hellman(CDH)
assumption. But we can not reduce the ODH assumption to the decisional Diffie-Hellman(DDH)
even if the hash function is non-malleable. It seems that we need a random oracle hash function to
reduce the ODH assumption to the DDH assumption.

2 Preliminaries

We will review the standard definitions of ODH assumption[11] and non-malleable hash function.



In describing probabilistic processes, we write x
R← X to denote the action of assigning to the

variable x a value sampled according to the distribution X. If S is a finite set, we simply write
s

R← S to denote assignment to s of an element sampled from uniform distribution on S. If A is a
probabilistic algorithm and x an input, then A(x) denotes the output distribution of A on in put
x. Thus, we write y

R← A(x) to denote of running algorithm A on input x and assigning the output
to the variable y.

2.1 The Oracle Diffie-Hellman Problem

Now we review the definition of oracle Diffie-Hellman assumption[11]. Let G be a group of large
prime order q, H : {0, 1}∗ → {0, 1}hLen be a cryptographic hash function and consider the following
two experiments:

experiments Expodh−real
H,A :

u
R← Z∗

q ;U ← gu; v R← Z∗
q ;V ← gv;W ← H(guv)

Hv(X)
def
= H(Xv); b← AHv(·)(U, V, W ); return b

experiments Expodh−rand
H,A :

u
R← Z∗

q ;U ← gu; v R← Z∗
q ;V ← gv;W ← {0, 1}hLen

Hv(X)
def
= H(Xv); b← AHv(·)(U, V, W ); return b

Now define the advantage of the A in violating the oracle Diffie-Hellman assumption as

Advodh
H,A = Pr[Expodh−real

H,A = 1]− Pr[Expodh−rand
H,A = 1]

Here A is allowed to make oracle queries that depend on the gu with the sole restriction of not
being allowed to query gu itself.

2.2 Non-malleable hash function

A hash function H is said to be non-malleable if it is infeasible for an adversary to find two
functions f and g that H(x) = y, H(f(x)) = g(y). Non-malleable hash function is a stronger notion
than one-way hash function. It is clear that if we can reverse a hash function then we can get
g(y) = H(f(H−1(y))) for any function f .

3 Attack on ODH

In sections 2 we showed that non-malleable hash function is a stronger notion than one-way hash
function. A non-malleable hash function must be a one-way hash function, a one-way hash function
may not be a non-malleable hash function. According to the recommendation in [11], the hash
function H used in ODH assumption is a one-way hash function. Suppose that H is not non-
malleable and f, g are functions that H(x) = y, H(f(x)) = g(y). Give (g ∈ G, gv, gu,W ) and an



oracle Hv where G is a group of large prime order q, (v, u) ∈ Z∗
q are choose randomly, the adversary

can calculate W ′ as follow:

x′ ← f(gu); y′ ← Hv(x′);w′ ← g−1(y′)

From the definition we have that w′ = H(guv). The adversary then checks whether w′ = W .
That’s finish the attack on the ODH assumption. We see that when the hash function is not
non-malleable the oracle Hv will yield an attack.

4 Computational version of ODH

In section 3 we showed that it is not enough if the hash function is only a one-way hash function.
But what if instead we used a non-malleable hash function? We find that if the hash function is
non-malleable then the oracle Hv will not help the adversary to calculate H(guv). But we do not
know if the oracle Hv will help the adversary to tell whether H(gur) = W or not. That’s to say
we can not reduce the ODH assumption to DDH assumption even if we use a non-malleable hash
function. Now let’s consider the computational version of the ODH assumption. Let G be a group
of large prime order q, H : {0, 1}∗ → {0, 1}hLen be a cryptographic hash function, consider the
experiment: Expc−odh

H,A :

u
R← Z∗

q ;U ← gu; v R← Z∗
q ;V ← gv;

Hv(X)
def
= H(Xv);Z ← AHv(·)(U, V );

if Z = H(guv) return 1, else return 0.

Now define the advantage of the A in violating the computational oracle Diffie-Hellman assumption
as

Advc−odh
H,A = Pr[Expc−odh

H,A = 1]

Here A is allowed to make oracle queries that depend on the gu with the sole restriction of not
being allowed to query gu itself.

From the definition above we can see that, if H is a non-malleable hash function then it will
not give the adversary any help with calculating Z. Then the only way the adversary get H(guv)
is to calculate guv and then use the hash function H to get H(guv). That’s to say the oracle Hv is
useless and the computational ODH assumption is reduce to the classical CDH assumption.

What hash function should we use to reduce the ODH assumption to the DDH assumption? If
we can reduce the ODH assumption to the DDH assumption then the oracle Hv will not tell any
information of H(guv), that’s to say H(gu′v) is independent to H(guv) from the adversary’s view.
It seems that only the random oracle hash function works.

5 Conclusion

We give an attack on the ODH assumption when the underlying hash function is not non-malleable.
We showed that the computational ODH assumption can be reduced to the classical CDH assump-
tion when the hash function is non-malleable. But we can not reduce the ODH assumption to the
DDH assumption even the hash function is non-malleable. It seems that the hash function must to
be a random oracle if we want to reduce the ODH assumption to the DDH assumption.
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