
He-HTLC: Revisiting Incentives in HTLC

Abstract—Hashed Time-Locked Contracts (HTLCs) are a
widely used primitive in blockchain systems such as payment
channels, atomic swaps, etc. Unfortunately, HTLC is incentive-
incompatible and is vulnerable to bribery attacks. The state-of-
the-art solution is MAD-HTLC (Oakland’21), which proposes an
elegant idea that leverages miners’ profit-driven nature to defeat
bribery attacks.

In this paper, we show that MAD-HTLC is still vulnerable as
it only considers a somewhat narrow set of passive strategies by
miners. Through a family of novel reverse-bribery attacks, we
show concrete active strategies that miners can take to break
MAD-HTLC and profit at the loss of MAD-HTLC users. For these
attacks, we present their implementation and game-theoretical
profitability analysis.

Based on the learnings from our attacks, we propose a new
HTLC realization, He-HTLC,1 that is provably secure against
all possible strategic manipulation (passive and active). In ad-
dition to being secure in a stronger adversary model, He-HTLC
achieves other desirable features such as low and user-adjustable
collateral, making it more practical to implement and use that
proposed schemes. We implemented He-HTLC on Bitcoin and the
transaction cost of He-HTLC is comparative to average Bitcoin
transaction fees.

I. INTRODUCTION

Blockchain-based cryptocurrencies like Bitcoin [1] and
Ethereum [2] enable secure transfer of tokens without a central
authority and allow users to set elaborate and programmable
smart contracts to govern token transfers. Hashed Time-
Locked Contract (HTLC) [3] is a widely used smart contract
implementable both on Ethereum and Bitcoin. HTLC is promi-
nently used in the Lightning network [4], [5] to securely route
payments through multiple payment channels, but HTLC is
also essential to contingent payments [6], atomic swaps [7],
etc. At a high level, an HTLC is parameterized with a timelock
T and a hash lock H (hence the name), enforcing a conditional
transfer of v tokens from a payer (Bob) to a payee (Alice):
Before timeout T , Alice can spend the v tokens by sending
a transaction embedding a pre-image of H to the blockchain;
after the time T , Bob can spend the tokens.

Unfortunately, as shown by previous works [8], [9] HTLC
is vulnerable to bribery attacks. HTLC assumes that miners
will include Alice’s transaction to the blockchain in a timely
fashion before the timeout T . However, as rational agents
seeking to maximize profit, miners may not adhere to the
desired behavior when properly incentivized by a malicious
Bob. For example, Winzer et al. [8] showed that Bob can set
up a smart contract to reward (or bribe) miners if they ignore
Alice’s transaction until after the timeout, violating the contract
terms in HTLC and causing Alice to lose the tokens.

1Our specification is lightweight and inert to incentive manipulation attacks.
Hence, we call it He-HTLC where He stands for Helium.

Tsabary et al. [9] proposed an elegant solution called MAD-
HTLC that aims to defend HTLC from bribery attacks. The
key idea is to require the payer to deposit collateral, and any
misbehavior by the payer will lead to the collateral being
confiscated by miners. MAD-HTLC ensures that rational miners
will always penalize the cheating payer, thus deterring the
payer from misbehaving.

However, while MAD-HTLC treats miners as rational and
strategic agents (instead of assuming they are honest), it only
considers a narrow set of possible strategies. Specifically, it as-
sumes miners will confirm the most profitable transactions, but
will not engage in other activities. This assumption, however,
is often violated in reality. Due to their special position in the
ecosystem, miners might be able to reap additional gains by
taking strategic actions on top of mining. A notable example is
miners’ fast-growing involvement in MEV extraction [10]. In
the year 2021, almost all dominant Ethereum miners (99.9%
of Ethereum hashrate according to [11]) started to engage in
for-profit “private relay” services [12]–[14] as an additional
source of revenue [15].

We refer to miners’ strategic actions beyond mining as
actively rational strategies—in contrast we refer to miners per-
forming only standard mining as passive since they passively
pick the best opportunity made available to them, instead of
creating better ones by themselves.

Motivated by the rise of actively rational strategies in real-
world blockchains (e.g., [12]–[14]), we aim to understand their
security implications for HTLC. Our results are twofold:

• We discover a family of attacks that render the state-of-
the-art bribery-resistant realization of HTLC, MAD-HTLC,
insecure with the presence of actively rational miners.

• We propose a new HTLC realization, He-HTLC, that is
provably secure against all possible strategic manipulation
by actively rational miners.

A. Reverse bribery attacks against MAD-HTLC

The damaging power of active rational miners is showcased
through a family of novel reverse bribery attacks against MAD-
HTLC. In these attacks, the miner bribes the payer—hence the
bribery is “reverse”—to divulge certain information in a way
that both the miner and the payer are better off, at the expense
of the payee. Reverse bribery is an example of actively rational
actions because miners initiate the attack.

Key intuition. To understand the intuition behind our attacks,
we briefly review the design of MAD-HTLC. It has the same
functionality as HTLC with two key changes. First, in a
transaction where Bob pays Alice vdep tokens, Bob also
deposits collateral of vcol tokens. Second, upon any bribery
attempt of Bob, miners will confiscate both vdep and vcol. In
other words, in honest executions, Bob gets back vcol; if Bob
attempts to bribe, Bob gets 0 (Alice too), and miners earn
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vdep and vcol. The design goal is to disincentivize Bob from
bribery, which this accomplishes. However, we observe that it
leads to another attacking opportunity because miners and Bob
together can earn more than they would in honest executions;
by “dividing up the loot”, both may be better off attacking.

Specifically, the miners will agree with Bob on the follow-
ing deal: Bob will divulge certain information to enable miners
to confiscate vdep and vcol, but the miners will compensate Bob
with vcol+ϵ in a separate payment. Both, the miners and Bob,
will earn more than they would in honest executions: miners
will earn vdep − ϵ more,2 and Bob will earn ϵ more.

Challenges. While we establish the feasibility of an attack
with the above intuition, there are two key challenges that we
need to overcome to make these attacks work.

First, the above intuition assumes there was only one miner,
but when we have multiple miners competing, each with
different mining power, each of them being either passively
or actively rational, it is unclear if any of them or all of them
should bribe Bob and what amount should be bribed. We need
to establish whether there exists a feasible range of values such
that both Bob and the miner are better off through rigorous
game-theoretic analyses.

Second, of course, the miners and Bob do not trust each
other. The way they would “divide up the loot” in a mutually
distrusting fashion poses a technical challenge. Unlike other
blockchain-based fair exchange problems (such as [16]–[18])
where miners are trusted to facilitate the exchange, we must
not trust miners. To address this, we must carefully balance the
power between Bob and miners to achieve desired properties.

B. Fixing HTLC with He-HTLC

Since the state-of-the-art HTLC scheme is proven insecure
in the presence of actively rational miners, whether it is
possible to realize HTLC securely in this stronger adversary
model becomes an open question. With He-HTLC, we answer
the question positively.

Intuition behind He-HTLC. Our attacks exploit two critical
aspects of MAD-HTLC. First, MAD-HTLC overly compensates
miners with vdep+vcol tokens when preb is available. Second,
since all of these tokens can be redeemed in a single transac-
tion, we can execute an exchange between Bob and the miners
even if they do not trust each other.

To design our incentive-compatible protocol He-HTLC, we
need to ensure that a combination of (i) Alice and miners,
or (ii) Bob and miners, are not incentivized to deviate from
the protocol. To address the first combination, He-HTLC does
not allow Alice and miners together to retrieve an amount
greater than vdep; this elicits an honest execution from Alice.
To address the second combination, the key challenge is to
ensure that neither bribery from Bob to miners (for which
MAD-HTLC was introduced) nor reverse-bribery from miners
to Bob (introduced in this work) is possible.

To disincentivize reverse bribery, we reduce the amount of
tokens that miners can confiscate as enforcers of the contract.
Thus, miners do not earn enough to divide up the loot with

2We currently ignore transaction fees, but consider them in later sections.

Bob. However, as is, this does not solve the concern for bribery
attacks (for which MAD-HTLC was introduced) — the HTLC
specification requires that Bob can spend all of the deposited
tokens after time T . Thus, there is an imbalance between what
Bob can earn in this situation (i.e., vdep+vcol), and the largest
amount miners can confiscate. Consequently, miners would
still be receptive to bribes higher than the confiscation amount.
To disincentivize bribery, we break the ability to atomically
perform a fair exchange and utilize a combination of distrust
between the miners and Bob and the ability of each of the
miners to confiscate, albeit a lower amount, as enforcers. In
particular, we require that Bob reveals the secret required
for miners to confiscate, several blocks before he can spend
the amount. Now, even if he bribes miners larger than the
confiscation amount, if the number of blocks in the interim is
sufficiently large, at some point he would run out of budget
to bribe all of them. This ensures that Bob would follow the
HTLC specification.

Practical benefits. Not only is our protocol secure in a
stronger adversary model with actively rational miners, but
it also achieves several other desirable features. Even setting
aside the strong security guarantees, these improvements alone
make it more practical to implement and deploy than other
proposed schemes (e.g., MAD-HTLC and Ponyta [19]). First,
our protocol specifies how much collateral the payer has to
put down to render the protocol secure, which helps payers
to avoid making heuristic decisions. Furthermore, it provides
a knob (looking ahead, the ℓ parameter) that the payer can
turn to trade-off between the collateral amount vcol and the
time duration that the collateral must be locked for. Choosing
a longer lock period allows the payer to lock less collateral,
and vice versa. Thanks to this, the required collateral can be
made much lower than vdep which is friendly to users with
low capital (whereas [19] requires collateral to be 2 × vdep).
Finally, stronger security is not achieved through much more
complexity. Our protocol is simple to understand and its
security analysis is clean. It can be implemented on current
blockchains without requiring any changes. We report on the
implementation in Bitcoin and the experiment results show that
the transaction costs are below average.

C. Summary of Contributions

In summary, this paper revisits the incentive attacks against
HTLC and makes the following contributions:

• To the best of our knowledge, we propose the first model that
captures miners’ actively rational actions. While observed in
practice [12]–[14], miners’ strategic actions besides mining
have not been captured by existing models, leaving a gap
in game theoretic analyses that make our attacks possible.

• We introduce novel reverse bribery attacks which allows
actively rational miners to profitably deviate from MAD-
HTLC. We analyze the profitability of our attacks in a
rigorous game-theoretic model and outline their imple-
mentation using trusted execution environments or zero-
knowledge proofs. We further show that reverse bribery can
be combined with ordinary delay attacks (e.g., those in [8])
to form a hybrid attack that renders MAD-HTLC insecure
regardless of the relationship between vcol and vdep with
constant probability.
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• We present He-HTLC, the first HTLC scheme that is secure
in the presence of actively rational miners. In addition to
stronger security guarantees, He-HTLC also achieves desir-
able features such as low and user-adjustable collateral. We
implemented He-HTLC on Bitcoin and the transaction costs
are comparable to average Bitcoin transaction fees.

II. OVERVIEW OF RESULTS

A. HTLC, Delay Attacks, and Proposed Fixes

To aid understanding, before describing our results, we start
by reviewing Hash Time-Locked Contracts (HTLC), concerns
with the existing protocol, and attempts to fix it.

HTLC. As introduced earlier, an HTLC where Bob pays Alice
vdep tokens is specified by (pkA, pkB , v

dep, prea, T ), where
pkA and pkB are public keys of Alice and Bob, prea is a
secret value whose hash is on-chain, and T is the agreed-
upon timeout. The above HTLC stipulates that Bob’s deposit
of vdep tokens can be spent (or redeemed) in two ways: (i)
Alice can spend if she obtains prea from Bob and broadcasts
a signed transaction tx dep

A including prea, or (ii) Bob can spend
by broadcasting a signed transaction tx dep

B after time T (i.e., a
refund mechanism if Alice is inactive for T time).

In practice, there are several variants of HTLC. The above
description abstracts away implementation- and application-
specific details and allows us to focus on the core issues
(similar to HTLC-Spec in MAD-HTLC [9]). We refer readers
to [9] for a survey of applications of HTLC.

Bribery attacks on HTLC. Winzer et al. [8] and Tsabary et
al. [9] showed attacks where Bob bribes miners to censor tx dep

A

so that Bob can redeem vdep for himself at time T . Figure 1
depicts one of the attacks, showing the relevant events on the
blockchain and the utility of involved parties in the end. We
assume there are three miners {Mi}3i=1, and the blocks are
labeled by the miner mining it. We assume Alice obtains prea
from Bob through an off-chain channel and Alice releases
tx dep

A (paying a transaction fee f dep
A ) at some time before T .

As shown in Fig. 1, Bob can bribe b tokens (represented as
circles) to each of the miners before timeout T to exclude
tx dep

A . The bribe can be paid offline or enforced through a
separate contract. Then, Bob can create tx dep

B at time T , which
is included by M2. As depicted in Fig. 1, Alice does not receive
her expected gain whereas Bob gains vdep−f dep

B −4×b. (The
figure shows a party’s earning above the x axis and the cost
below it. The net gain is the difference between the two.)

MAD-HTLC. To make HTLC bribery-resistant, Tsabary et
al. [9] proposed a modified HTLC protocol called MAD-HTLC
(where MAD stands for mutually assured destruction).

As introduced above, MAD-HTLC implements the same
functionality as HTLC, but with two key changes. First, it
introduces a second hash lock (whose pre-image is denoted
preb) and an additional redemption path where miners can
redeem vdep if they have access to both prea and preb. Second,
MAD-HTLC introduces an additional collateral contract initiated
by Bob which contains some collateral tokens vcol that can
also be confiscated by miners if they know (prea, preb). These
modifications aim to disincentivize Bob from revealing preb

M3 M1 M2 M1 M2

Alice

Bob

M3M1 M2

fdep
B + b

vdep � fdep
B

Alice broadcasts
<latexit sha1_base64="k+Czx6fNTlBl3yKH/CxNN170Uus=">AAAConicdZHPb9MwFMfd8GMjA9bBEQ4W7SQOURVn3To4DTiAdtoG3SY1pXKcl9aaY0e2g6iiXPhruLL/Zv8NbpfD1sKTnvTV931sP7+XFIIbG4Y3Le/Bw0ePNzaf+FtPnz3fbu+8ODeq1AyGTAmlLxNqQHAJQ8utgMtCA80TARfJ1adF/eIHaMOV/GbnBYxzOpU844xaZ03ar+PlHZXSbMbTuuran9+rFIp68qFbT9qdsBcuA68L0ogOauJkstOScapYmYO0TFBjRiQs7Lii2nImoPbj0kBB2RWdwshJSXMw42rZQo13nZPiTGmX0uKle/dERXNj5nniyJzamVmtLcx/1UalzQ7HFZdFaUGy24eyUmCr8GImOOUamBVzJyjT3PWK2YxqyqybnO/vxilkbr73J3X2+WNdkWgQLDLa33ef+z8WRgE+JAEm/XWOyik0XBS9C0h/EIQrEBPKLbGBQofsBXuO8X23IbK6j3VxHvXIQa9/GnWO3je72kSv0Bv0FhE0QEfoCzpBQ8TQL/Qb/UHXXtc79k69r7eo12rOvET3wov/AknTy18=</latexit>

txdep
A

Timeout T

Utility of involved partiesEvents on the blockchain

U
til
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BBribe b

Figure 1: A delaying attack by Bob on HTLC. Bob bribes
miners to censor tx dep

A until the timeout, and then broadcasts
tx dep

B . In terms of utility, miners earn fees and bribes, and Bob
earns vdep at the expense of Alice (dashed rectangle denotes
Alice’s expected gain in honest executions).

unless he needs to be truly refunded, in situations where prea
is not released.

To recall notations in [9], Bob’s payment of vdep tokens is
deposited in a contract called MH-Dep, which stipulates that
vdep can be redeemed in one of the following three paths (we
use “paths” and “transactions” interchangeably, and to redeem
through dep-A is the same as broadcasting tx dep

A ; the notation
t ≥ T indicates that this transaction is invalid until T ):

tx dep
A = (prea, siga) // dep-A: Alice can spend with prea

tx dep
B = (preb, sigb, t ≥ T ) // dep-B: Bob can spend after T

tx dep
M = (prea, preb) // dep-M : Anyone can spend with

both pre-images
(1)

Bob’s collateral vcol in contract MH-Col [9] can be redeemed
in two ways:

tx col
B = (sigb, t ≥ T ) // col-B: Bob can spend after T

tx col
M = (prea, preb, t ≥ T ) // col-M :Anyone can spend

with both pre-images
(2)

Figures 2a and 2b present two example scenarios in MAD-
HTLC. In Fig. 2a, Bob is honest and he broadcasts tx col

B after
the timeout to get back the collateral. Figure 2b illustrates
how MAD-HTLC prevents Bob’s bribery attempts. At time T ,
rational miners will not let Bob spend vdep via tx dep

B , but
instead, they will confiscate both vdep and vcol. Thus, Bob
loses not only vcol but also all bribes. Miners earn Bob’s bribe
b, and the miner who confiscates also earns vdep and vcol.
MAD-HTLC strongly disincentivizes Bob from pulling off the
delaying attack described earlier and incentivizes miners to act
as the enforcers.

B. Reverse Bribery: Revisiting Incentives in MAD-HTLC

Our key observation in this work is that MAD-HTLC is
secure only assuming passively rational miners or miners who
would maximize their utility in terms of the number of tokens
based on transactions available in the mempool. However, if
(some) miners are actively rational, i.e., they can actively seek
out other users in the system and bribe them to obtain a
higher utility, then this additional available action enables a
new vector of attacks.

To intuitively see why this is possible, compare the two
scenarios in Fig. 2a and Fig. 2b, and observe that in MAD-
HTLC, Bob only redeems his collateral vcol at the end of
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txcol
M

<latexit sha1_base64="hJPziUQbGXeEGdvtxmF9s5qq0g0=">AAADDnicdZLNbtNAEMc3Lh8lfDQFISH1wIqoEgcr8jpxEzhFcIALUkGkrZSEaLMeJ6vaa2t3HTWyfODIjbfgChduFVfEGyBehnUcVa0DI63018xvZ2ZndpqEXGnH+V2ztq5dv3Fz+1b99p2793Yau/ePVJxKBgMWh7E8mVIFIRcw0FyHcJJIoNE0hOPp6csifrwAqXgs3utlAuOIzgQPOKPauCaNvdEqRxYtZxJA5Jk++5D5kOSTN/mk0XRazsrwpiBr0ew/frj49OvR+eFkt/Zn5McsjUBoFlKlhsRJ9DijUnMWQl4fpQoSyk7pDIZGChqBGmerDnK8bzw+DmJpjtB45b18I6ORUstoasiI6rmqxgrnv2LDVAe9ccZFkmoQrCwUpCHWMS5Ggn0ugelwaQRlkpteMZtTSZk2g6vX90c+BGa85aBiyebcz7N3r17kGXG7dnFczzOP+z/muDbuERuTziZHxQzWnOs+s0mnazsViIWx2eEacgzSttuGuQopWBT7KxN5ninmdmx80K3kulj0pWTVegFfXLREXLtnqLZXfAdSXf6mOHJb5KDVeUua/eeotG20h56gp4igLuqj1+gQDRBDH9EX9BV9sz5b361z60eJWrX1nQfoilk//wJ0QPdz</latexit>

txdep
Mand

M3 M1 M2 M1 M2

Alice broadcasts
<latexit sha1_base64="k+Czx6fNTlBl3yKH/CxNN170Uus=">AAAConicdZHPb9MwFMfd8GMjA9bBEQ4W7SQOURVn3To4DTiAdtoG3SY1pXKcl9aaY0e2g6iiXPhruLL/Zv8NbpfD1sKTnvTV931sP7+XFIIbG4Y3Le/Bw0ePNzaf+FtPnz3fbu+8ODeq1AyGTAmlLxNqQHAJQ8utgMtCA80TARfJ1adF/eIHaMOV/GbnBYxzOpU844xaZ03ar+PlHZXSbMbTuuran9+rFIp68qFbT9qdsBcuA68L0ogOauJkstOScapYmYO0TFBjRiQs7Lii2nImoPbj0kBB2RWdwshJSXMw42rZQo13nZPiTGmX0uKle/dERXNj5nniyJzamVmtLcx/1UalzQ7HFZdFaUGy24eyUmCr8GImOOUamBVzJyjT3PWK2YxqyqybnO/vxilkbr73J3X2+WNdkWgQLDLa33ef+z8WRgE+JAEm/XWOyik0XBS9C0h/EIQrEBPKLbGBQofsBXuO8X23IbK6j3VxHvXIQa9/GnWO3je72kSv0Bv0FhE0QEfoCzpBQ8TQL/Qb/UHXXtc79k69r7eo12rOvET3wov/AknTy18=</latexit>

txdep
A

Timeout T

Bob

txdep
BBribe b

(b) In MAD-HTLC, Bob’s bribery attempt will be penalized by miners.

Alice M3M1 M2

Bob

Bob

vcol

vdep
vcol + ✏

M3 M1 M2 M1 M2

Alice broadcasts
<latexit sha1_base64="k+Czx6fNTlBl3yKH/CxNN170Uus=">AAAConicdZHPb9MwFMfd8GMjA9bBEQ4W7SQOURVn3To4DTiAdtoG3SY1pXKcl9aaY0e2g6iiXPhruLL/Zv8NbpfD1sKTnvTV931sP7+XFIIbG4Y3Le/Bw0ePNzaf+FtPnz3fbu+8ODeq1AyGTAmlLxNqQHAJQ8utgMtCA80TARfJ1adF/eIHaMOV/GbnBYxzOpU844xaZ03ar+PlHZXSbMbTuuran9+rFIp68qFbT9qdsBcuA68L0ogOauJkstOScapYmYO0TFBjRiQs7Lii2nImoPbj0kBB2RWdwshJSXMw42rZQo13nZPiTGmX0uKle/dERXNj5nniyJzamVmtLcx/1UalzQ7HFZdFaUGy24eyUmCr8GImOOUamBVzJyjT3PWK2YxqyqybnO/vxilkbr73J3X2+WNdkWgQLDLa33ef+z8WRgE+JAEm/XWOyik0XBS9C0h/EIQrEBPKLbGBQofsBXuO8X23IbK6j3VxHvXIQa9/GnWO3je72kSv0Bv0FhE0QEfoCzpBQ8TQL/Qb/UHXXtc79k69r7eo12rOvET3wov/AknTy18=</latexit>

txdep
A

Timeout T

<latexit sha1_base64="hK711zZdXIk/JCDp+DopPb84hX8=">AAADBXicdZLNbtNAEMc35quEr7YcuayIKiFhRV7HbsKtKgc4FkTaSkmo1utxsup6be2uIyLLZ96CK1y4Ia48B+JlWCemog6MNNLoP7+dmZ3dKBdcG8/72XFu3Lx1+87O3e69+w8ePtrd2z/VWaEYjFkmMnUeUQ2CSxgbbgSc5wpoGgk4iy5f1vmzJSjNM/nOrHKYpXQuecIZNVa62N1fvi9tlQo/x1PINRe12PP63trwdkCaoIcaO7nY6/yaxhkrUpCGCar1hHi5mZVUGc4EVN1poSGn7JLOYWJDSVPQs3I9fIUPrBLjJFPWpcFr9e8TJU21XqWRJVNqFrqdq8V/5SaFSUazksu8MCDZplFSCGwyXG8Cx1wBM2JlA8oUt7NitqCKMmP31e0eTGNI7FbXA5WZYgseV+XbV8dVSfyhW7sfhvZy/8c838Uj4mISbHNUzqHhfP+FS4Kh67UgJjL7dA3kWWTgDixzHdKwBPmnUBjaZn7g4sNhq1a6miu4AjfF2v0SvrwaifjuyFKDsLLfgbQffzs49fvksB+8CXpHx83H2EFP0FP0DBE0REfoNTpBY8TQB/QJfUZfnI/OV+eb832DOp3mzGN0zZwfvwFU6e9U</latexit>

vcol + ✏

<latexit sha1_base64="hK711zZdXIk/JCDp+DopPb84hX8=">AAADBXicdZLNbtNAEMc35quEr7YcuayIKiFhRV7HbsKtKgc4FkTaSkmo1utxsup6be2uIyLLZ96CK1y4Ia48B+JlWCemog6MNNLoP7+dmZ3dKBdcG8/72XFu3Lx1+87O3e69+w8ePtrd2z/VWaEYjFkmMnUeUQ2CSxgbbgSc5wpoGgk4iy5f1vmzJSjNM/nOrHKYpXQuecIZNVa62N1fvi9tlQo/x1PINRe12PP63trwdkCaoIcaO7nY6/yaxhkrUpCGCar1hHi5mZVUGc4EVN1poSGn7JLOYWJDSVPQs3I9fIUPrBLjJFPWpcFr9e8TJU21XqWRJVNqFrqdq8V/5SaFSUazksu8MCDZplFSCGwyXG8Cx1wBM2JlA8oUt7NitqCKMmP31e0eTGNI7FbXA5WZYgseV+XbV8dVSfyhW7sfhvZy/8c838Uj4mISbHNUzqHhfP+FS4Kh67UgJjL7dA3kWWTgDixzHdKwBPmnUBjaZn7g4sNhq1a6miu4AjfF2v0SvrwaifjuyFKDsLLfgbQffzs49fvksB+8CXpHx83H2EFP0FP0DBE0REfoNTpBY8TQB/QJfUZfnI/OV+eb832DOp3mzGN0zZwfvwFU6e9U</latexit>

vcol + ✏

U
til

ity

Keys
<latexit sha1_base64="scS+vGlCkkp87IFbT445v1aKrgQ=">AAADC3icdZLdbtMwFMfdjI9RPtbBDRJCsqgmIRRVcdqsHVfVdgE3SAPRbVJbKtc5aa0lTmQ71aoovAFvwS274Q5xywNwiXgZnKYglsKRLP19zs//kxx7moRcacf5UbO2rl2/cXP7Vv32nbv3dhq7909UnEoGAxaHsTybUgUhFzDQXIdwlkig0TSE0+n5UVE/XYBUPBZv9TKBcURnggecUW1Sk8bD0cojC/gC8kxfvMvMPp+8yieNptNyVoE3BVmLZv/xs8PL7wdHx5Pd2s+RH7M0AqFZSJUaEifR44xKzVkIeX2UKkgoO6czGBopaARqnK3a53jPZHwcxNIsofEq+/eJjEZKLaOpISOq56paK5L/qg1THfTGGRdJqkGwslGQhljHuJgH9rkEpsOlEZRJbr4VszmVlGkztXp9b+RDYGZbTimWbM79PHvz4jDPiNu1i+V6nvm5/2OOa+MesTHpbHJUzGDNue6BTTpd26lALIzNBa4hxyBtu22Yq5CCBYjfRp5nmrkdG+93K17RcibhD1iaVfuVL6F0Iq7dM1TbK54DqV7+pjhxW2S/1XlNmv3nqIxt9Ag9QU8RQV3URy/RMRoght6jj+gTurQ+WJ+tL9bXErVq6zMP0JWwvv0C4kb1vw==</latexit>

txcol
M

<latexit sha1_base64="hJPziUQbGXeEGdvtxmF9s5qq0g0=">AAADDnicdZLNbtNAEMc3Lh8lfDQFISH1wIqoEgcr8jpxEzhFcIALUkGkrZSEaLMeJ6vaa2t3HTWyfODIjbfgChduFVfEGyBehnUcVa0DI63018xvZ2ZndpqEXGnH+V2ztq5dv3Fz+1b99p2793Yau/ePVJxKBgMWh7E8mVIFIRcw0FyHcJJIoNE0hOPp6csifrwAqXgs3utlAuOIzgQPOKPauCaNvdEqRxYtZxJA5Jk++5D5kOSTN/mk0XRazsrwpiBr0ew/frj49OvR+eFkt/Zn5McsjUBoFlKlhsRJ9DijUnMWQl4fpQoSyk7pDIZGChqBGmerDnK8bzw+DmJpjtB45b18I6ORUstoasiI6rmqxgrnv2LDVAe9ccZFkmoQrCwUpCHWMS5Ggn0ugelwaQRlkpteMZtTSZk2g6vX90c+BGa85aBiyebcz7N3r17kGXG7dnFczzOP+z/muDbuERuTziZHxQzWnOs+s0mnazsViIWx2eEacgzSttuGuQopWBT7KxN5ninmdmx80K3kulj0pWTVegFfXLREXLtnqLZXfAdSXf6mOHJb5KDVeUua/eeotG20h56gp4igLuqj1+gQDRBDH9EX9BV9sz5b361z60eJWrX1nQfoilk//wJ0QPdz</latexit>

txdep
M

Fair exchange

(c) A success-dependent reverse bribery attack on MAD-HTLC.

Alice M3M1

M2

Bob

vdep + vcol + b

M3 M1 M2 M1 M2

Alice broadcasts
<latexit sha1_base64="k+Czx6fNTlBl3yKH/CxNN170Uus=">AAAConicdZHPb9MwFMfd8GMjA9bBEQ4W7SQOURVn3To4DTiAdtoG3SY1pXKcl9aaY0e2g6iiXPhruLL/Zv8NbpfD1sKTnvTV931sP7+XFIIbG4Y3Le/Bw0ePNzaf+FtPnz3fbu+8ODeq1AyGTAmlLxNqQHAJQ8utgMtCA80TARfJ1adF/eIHaMOV/GbnBYxzOpU844xaZ03ar+PlHZXSbMbTuuran9+rFIp68qFbT9qdsBcuA68L0ogOauJkstOScapYmYO0TFBjRiQs7Lii2nImoPbj0kBB2RWdwshJSXMw42rZQo13nZPiTGmX0uKle/dERXNj5nniyJzamVmtLcx/1UalzQ7HFZdFaUGy24eyUmCr8GImOOUamBVzJyjT3PWK2YxqyqybnO/vxilkbr73J3X2+WNdkWgQLDLa33ef+z8WRgE+JAEm/XWOyik0XBS9C0h/EIQrEBPKLbGBQofsBXuO8X23IbK6j3VxHvXIQa9/GnWO3je72kSv0Bv0FhE0QEfoCzpBQ8TQL/Qb/UHXXtc79k69r7eo12rOvET3wov/AknTy18=</latexit>

txdep
A

Timeout T

Bob

Bribe b
vcol + ✏

<latexit sha1_base64="hK711zZdXIk/JCDp+DopPb84hX8=">AAADBXicdZLNbtNAEMc35quEr7YcuayIKiFhRV7HbsKtKgc4FkTaSkmo1utxsup6be2uIyLLZ96CK1y4Ia48B+JlWCemog6MNNLoP7+dmZ3dKBdcG8/72XFu3Lx1+87O3e69+w8ePtrd2z/VWaEYjFkmMnUeUQ2CSxgbbgSc5wpoGgk4iy5f1vmzJSjNM/nOrHKYpXQuecIZNVa62N1fvi9tlQo/x1PINRe12PP63trwdkCaoIcaO7nY6/yaxhkrUpCGCar1hHi5mZVUGc4EVN1poSGn7JLOYWJDSVPQs3I9fIUPrBLjJFPWpcFr9e8TJU21XqWRJVNqFrqdq8V/5SaFSUazksu8MCDZplFSCGwyXG8Cx1wBM2JlA8oUt7NitqCKMmP31e0eTGNI7FbXA5WZYgseV+XbV8dVSfyhW7sfhvZy/8c838Uj4mISbHNUzqHhfP+FS4Kh67UgJjL7dA3kWWTgDixzHdKwBPmnUBjaZn7g4sNhq1a6miu4AjfF2v0SvrwaifjuyFKDsLLfgbQffzs49fvksB+8CXpHx83H2EFP0FP0DBE0REfoNTpBY8TQB/QJfUZfnI/OV+eb832DOp3mzGN0zZwfvwFU6e9U</latexit>

vcol + ✏

U
til

ity

<latexit sha1_base64="hK711zZdXIk/JCDp+DopPb84hX8=">AAADBXicdZLNbtNAEMc35quEr7YcuayIKiFhRV7HbsKtKgc4FkTaSkmo1utxsup6be2uIyLLZ96CK1y4Ia48B+JlWCemog6MNNLoP7+dmZ3dKBdcG8/72XFu3Lx1+87O3e69+w8ePtrd2z/VWaEYjFkmMnUeUQ2CSxgbbgSc5wpoGgk4iy5f1vmzJSjNM/nOrHKYpXQuecIZNVa62N1fvi9tlQo/x1PINRe12PP63trwdkCaoIcaO7nY6/yaxhkrUpCGCar1hHi5mZVUGc4EVN1poSGn7JLOYWJDSVPQs3I9fIUPrBLjJFPWpcFr9e8TJU21XqWRJVNqFrqdq8V/5SaFSUazksu8MCDZplFSCGwyXG8Cx1wBM2JlA8oUt7NitqCKMmP31e0eTGNI7FbXA5WZYgseV+XbV8dVSfyhW7sfhvZy/8c838Uj4mISbHNUzqHhfP+FS4Kh67UgJjL7dA3kWWTgDixzHdKwBPmnUBjaZn7g4sNhq1a6miu4AjfF2v0SvrwaifjuyFKDsLLfgbQffzs49fvksB+8CXpHx83H2EFP0FP0DBE0REfoNTpBY8TQB/QJfUZfnI/OV+eb832DOp3mzGN0zZwfvwFU6e9U</latexit>

vcol + ✏

(d) A hybrid bribery attack on MAD-HTLC.

Figure 2: Example execution scenarios in MAD-HTLC where tx dep
A is broadcast and reverse bribery attacks against MAD-HTLC.

an honest execution whereas miners do not earn any tokens
other than transaction fees. However, the contract allows the
miners and Bob to together redeem vcol + vdep if they can
amicably find a way to retrieve it without necessarily trusting
another party (but only relying on rationality assumptions). In
a successful attack, this total gain can be split such that Bob
and miners are individually better off (at least in expectation)
than following the protocol. We present two different attacks
to achieve such reverse bribery.

SDRBA: Success-dependent reverse bribery attack. Our first
attack essentially shows that when vdep > vcol, Bob and miners
can successfully engage in a reverse bribery attack. We call this
a success-dependent reverse bribery attack (in Section III-B)
since in this attack a miner will only pay a bribe to Bob if it
has the opportunity to redeem vdep through dep-M . However,
in the process, preb is revealed when vdep is redeemed for a
miner; thus, all miners will engage in a competition to redeem
vcol at time T . As shown in Fig. 2c, the winning miner M3

exchanges some bribe vcol + ϵ where ϵ > 0 for a gain of
vdep−(vcol+ϵ). However, in this execution, miner M2 redeems
vcol. (The double arrows with a circle between M3 and Bob
indicate a fair exchange of the bribe for redeeming vdep.)

There are two key challenges to realizing this attack. The
first is the game-theoretic formulation to show that there
exists a set of bribe values under which all parties (except
Alice) are better off in performing this attack under any
given distribution of actively and passively rational miners
and the action spaces available to them. The second challenge
is to show that there exists a mechanism to perform a fair
exchange between a bribing Mi and Bob. We show two
realizations of this attack: the first relies on using trusted
execution environments (TEEs) [20], [21] and the second uses
zero-knowledge proofs [22].

HyDRA: Hybrid delay-reverse bribery attack. Observe that

SDRBA reduces risk w.r.t. mining vdep but not w.r.t. vcol. In
the example described earlier, the bribing miner earns vdep −
(vcol + ϵ). Thus, if vdep ≤ vcol, then the attack is not always
beneficial. This concern can be eliminated if the same miner
redeems both vdep and vcol together (possibly in the same
transaction). However, since MAD-HTLC requires vcol to be
redeemed at time ≥ T , it is necessary to delay redeeming
vdep until then.

This brings us to our second attack (Section IV) where we
use a combination of delay attacks similar to Winzer et al. [8]
and SDRBA. Thus, we call this attack a hybrid bribery attack.
As shown in Fig. 2d, in this attack, miners are first bribed
to exclude transaction tx dep

A until time T . Subsequently, miner
M2 at time T engages in SDRBA where it exchanges vcol + ϵ
for redeeming vdep + vcol. This attack works for any value of
vdep and vcol so far as the cost for the original delay attack
(e.g., those in [8]) is < vdep − ϵ.

C. Fixing HTLC (Once Again) with He-HTLC

Finally, we devise a new HTLC protocol, called He-HTLC,
that is incentive-compatible even against actively rational min-
ers. Intuitively, any such solution needs to protect against both
bribery attacks and reverse bribery attacks. More precisely, the
solution needs to satisfy the following constraints:

(i) when prea is not available to the miners within round T ,
Bob must be able to redeem vdep + vcol.

(ii) when prea is available to the miners within round T , Alice
must receive vdep and Bob must receive vcol, i.e., Bob
and miners together must not be incentivized to form a
coalition and cheat Alice.

(iii) Alice must not be able to collude with miners and earn
more than vdep.

Observe that since the availability of prea is not recorded

4
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U
til

ityBob

Bribe

<latexit sha1_base64="6b84SaGJsOYPot6Q2Wd2XIFOtz0=">AAACeXicbVFLb9NAEF6bVwmvAEc4GNKiCpnIdh+htyoc4FgQaSslUTRej5NV1rvW7hgRWf4P/DZu/BEuXNikPtCUkUb69M0377SUwlIU/fL8W7fv3L23c7/z4OGjx0+6T5+dW10ZjiOupTaXKViUQuGIBEm8LA1CkUq8SJcf1vGLb2is0OorrUqcFjBXIhccyFGz7o9JhrnL3VSqteELkTX1l4/Dpo6TQbj25Oio6WzJQM2xlSXJSRgfDsJoS5SBWWqOoFpdFB4fhCeJU10vspthOSH8TvW7ZrjbzLq9qB9tLLgJ4hb0WGtns+7PSaZ5VaAiLsHacRyVNK3BkOASXbvKYgl8CXMcO6igQDutNzM0wZ5jsiDXxrmiYMP+m1FDYe2qSJ2yAFrY7dia/F9sXFH+floLVVaEil81yisZkA7WbwgyYZCTXDkA3Ag3a8AXYICTe1bHHSHeXvkmOE/68XH/8HPSOx2259hhL9hrts9iNmCn7BM7YyPG2W/vpbfnvfH++K/8ff/tldT32pzn7Jr5B38B4pu/RA==</latexit>

dep-B
<latexit sha1_base64="HTEIvkOLVrIMPUBgwDG2e/Vvqt8=">AAACZHicbZHPT9swFMedbAzo2AignSahaAVph6hKwo+OG4LDOLJpBaTSVS/OS2vVsSPbQaqs/JO77bjL/o65JQcoe5Klr77v8/yen7OKM23i+Lfnv3q99mZ9Y7Pzduvd++1gZ/dGy1pRHFDJpbrLQCNnAgeGGY53lUIoM4632exykb99QKWZFD/MvMJRCRPBCkbBOGsc2PscC1e7vMlKRacsb+z3rxeNTdJ+tDjpyUnTWcFATLDF0vQsSo77UbwC5aBmkiKIlouj06PoLG06Bw8/rUOag3HQjXvxMsKXImlFl7RxPQ5+3eeS1iUKQzloPUziyowsKMMoR9e/1lgBncEEh04KKFGP7HKcJjx0Th4WUrkjTLh0n1ZYKLWel5kjSzBTvZpbmP/LDWtTfBlZJqraoKCPjYqah0aGi42HOVNIDZ87AVQxN2tIp6CAGvcvHbeEZPXJL8VN2ktOe8ff0u75RbuODfKRfCKfSUL65JxckWsyIJT88da9wNvx/vpb/p7/4RH1vbZmjzwLf/8fxdu11A==</latexit>

vcol <latexit sha1_base64="zeAH/apqLs/FmltPfUdnYAwO+xU=">AAACr3icbVFNb9NAEF27fJTw0QBHLhYpEgcTeU3btLcqHOBYKtJUSkIYr8fJKutda3ddNbL89/gB3Pg3rFMjQZqRRnp682be7GxSCG5sFP32/L0HDx893n/Sefrs+YuD7stXV0aVmuGIKaH0dQIGBZc4stwKvC40Qp4IHCerT019fIPacCW/2XWBsxwWkmecgXXUvPtzmmLmejeTKqXZkqd1dfl5WFc0HoRNxsfHdWdLBnKBrSyOz0J6NAijLVEKeqUYgmx1UXjyMTyLd6gKEHjDlUD71zmKw1PqpjbGu3WHjp5avLXVh3p4WM+7vagfbSK4D2gLeqSNi3n31zRVrMxRWibAmAmNCjurQFvOBDrb0mABbAULnDgoIUczqza71ME7x6RBprRLaYMN+29HBbkx6zxxyhzs0mzXGnJXbVLa7HRWcVmUFiW7M8pKEVgVNJ8XpFwjs2LtADDN3a4BW4IGZt0Xd9wR6PaT74OruE9P+kdf4975sD3HPnlD3pL3hJIBOSdfyAUZEeaF3qU38aY+9cf+d//HndT32p7X5L/w+R+mMdM6</latexit>

col-B
<latexit sha1_base64="Nim5+92h69SZhQLU2/Y4Qi3Kq9k=">AAAB+nicbVDLSgMxFM34rPU11aWbYCsIQpkpoi6LblxWsA9ox5LJ3GlDMw+STKWM8yluXCji1i9x59+YtrPQ1gMhh3Puvbk5bsyZVJb1baysrq1vbBa2its7u3v7ZumgJaNEUGjSiEei4xIJnIXQVExx6MQCSOByaLujm6nfHoOQLArv1SQGJyCDkPmMEqWlvlmqjB9SD+LsTN96XFbpm2Wras2Al4mdkzLK0eibXz0vokkAoaKcSNm1rVg5KRGKUQ5ZsZdIiAkdkQF0NQ1JANJJZ6tn+EQrHvYjoU+o8Ez93ZGSQMpJ4OrKgKihXPSm4n9eN1H+lZOyME4UhHT+kJ9wrCI8zQF7TABVfKIJoYLpXTEdEkGo0mkVdQj24peXSatWtS+q53e1cv06j6OAjtAxOkU2ukR1dIsaqIkoekTP6BW9GU/Gi/FufMxLV4y85xD9gfH5AwtJk94=</latexit>

vdep + vcol

<latexit sha1_base64="EzpTwZK0W+O+jbH7MI+7KGjIw1c=">AAAB9HicbVDLTgIxFL2DL8QX6tJNI5i4IjNo1JUhunGJiTwSGEmndKCh0xnbDgmZ8B1uXGiMWz/GnX9jGWah4ElucnLOve29x4s4U9q2v63cyura+kZ+s7C1vbO7V9w/aKowloQ2SMhD2fawopwJ2tBMc9qOJMWBx2nLG93O/NaYSsVC8aAnEXUDPBDMZwRrI7nla3SGxo+JeWha7hVLdsVOgZaJk5ESZKj3il/dfkjigApNOFaq49iRdhMsNSOcTgvdWNEIkxEe0I6hAgdUuUm69BSdGKWP/FCaEhql6u+JBAdKTQLPdAZYD9WiNxP/8zqx9q/chIko1lSQ+Ud+zJEO0SwB1GeSEs0nhmAimdkVkSGWmGiTU8GE4CyevEya1YpzUTm/r5ZqN1kceTiCYzgFBy6hBndQhwYQeIJneIU3a2y9WO/Wx7w1Z2Uzh/AH1ucPF0eRBg==</latexit>

> 3vcol

<latexit sha1_base64="H3RRoopTEM00vQw7xlmzN+xfz18=">AAAB8nicbVDLTgIxFO3gC/GFunTTCCauyAwx6soQ3bjERB7JMJJOKdDQaSftHRIy4TPcuNAYt36NO//GArNQ8CRNTs659/beE8aCG3Ddbye3tr6xuZXfLuzs7u0fFA+PmkYlmrIGVULpdkgME1yyBnAQrB1rRqJQsFY4upv5rTHThiv5CJOYBREZSN7nlICV/PINHj+ldsy03C2W3Io7B14lXkZKKEO9W/zq9BRNIiaBCmKM77kxBCnRwKlg00InMSwmdEQGzLdUkoiZIJ2vPMVnVunhvtL2ScBz9XdHSiJjJlFoKyMCQ7PszcT/PD+B/nWQchknwCRdfNRPBAaFZ/fjHteMgphYQqjmdldMh0QTCjalgg3BWz55lTSrFe+ycvFQLdVuszjy6ASdonPkoStUQ/eojhqIIoWe0St6c8B5cd6dj0Vpzsl6jtEfOJ8/S6uQnw==</latexit>

> vcol
<latexit sha1_base64="H3RRoopTEM00vQw7xlmzN+xfz18=">AAAB8nicbVDLTgIxFO3gC/GFunTTCCauyAwx6soQ3bjERB7JMJJOKdDQaSftHRIy4TPcuNAYt36NO//GArNQ8CRNTs659/beE8aCG3Ddbye3tr6xuZXfLuzs7u0fFA+PmkYlmrIGVULpdkgME1yyBnAQrB1rRqJQsFY4upv5rTHThiv5CJOYBREZSN7nlICV/PINHj+ldsy03C2W3Io7B14lXkZKKEO9W/zq9BRNIiaBCmKM77kxBCnRwKlg00InMSwmdEQGzLdUkoiZIJ2vPMVnVunhvtL2ScBz9XdHSiJjJlFoKyMCQ7PszcT/PD+B/nWQchknwCRdfNRPBAaFZ/fjHteMgphYQqjmdldMh0QTCjalgg3BWz55lTSrFe+ycvFQLdVuszjy6ASdonPkoStUQ/eojhqIIoWe0St6c8B5cd6dj0Vpzsl6jtEfOJ8/S6uQnw==</latexit>

> vcol
<latexit sha1_base64="H3RRoopTEM00vQw7xlmzN+xfz18=">AAAB8nicbVDLTgIxFO3gC/GFunTTCCauyAwx6soQ3bjERB7JMJJOKdDQaSftHRIy4TPcuNAYt36NO//GArNQ8CRNTs659/beE8aCG3Ddbye3tr6xuZXfLuzs7u0fFA+PmkYlmrIGVULpdkgME1yyBnAQrB1rRqJQsFY4upv5rTHThiv5CJOYBREZSN7nlICV/PINHj+ldsy03C2W3Io7B14lXkZKKEO9W/zq9BRNIiaBCmKM77kxBCnRwKlg00InMSwmdEQGzLdUkoiZIJ2vPMVnVunhvtL2ScBz9XdHSiJjJlFoKyMCQ7PszcT/PD+B/nWQchknwCRdfNRPBAaFZ/fjHteMgphYQqjmdldMh0QTCjalgg3BWz55lTSrFe+ycvFQLdVuszjy6ASdonPkoStUQ/eojhqIIoWe0St6c8B5cd6dj0Vpzsl6jtEfOJ8/S6uQnw==</latexit>

> vcol

T + l

Figure 3: An attempted bribery attack by Bob on He-HTLC.
Bob reveals preb through dep-B at time T , and attempts to
incentivize not taking col-M by bribing an amount > vcol to
each miner until time T + ℓ. Since Bob earns vdep + vcol but
loses > 3vcol, Bob’s attack fails.

on the chain, miners may be willing to ignore prea even if
it is available if they stand to gain more in the process. This
creates a tension between achieving both constraints (i) and
(ii). Indeed, this is exactly what our attacks exploited over
MAD-HTLC in the previous sections. Two key ingredients of
the attacks are: (a) Bob and miners together can get high
earnings vdep+vcol through dep-M + col-M or dep-B + col-B,
and (b) these redemptions could happen atomically in a single
transaction. He-HTLC introduces the following two contracts
to achieve incentive compatibility.

Description of He-HTLC[ℓ] between Alice and Bob

He-Dep:

dep-A: If Alice reveals prea, send vdep to Alice and vcol to Bob

dep-B: If Bob reveals preb after T , send vdep + vcol to He-Col

He-Col:

col-B: After ℓ blocks of the funding of He-Col, send vdep + vcol to Bob

col-M : If both prea, preb are revealed, send vcol to miner and vdep to ⊥

At a high level, our solution breaks the atomicity of
redemption by Bob, and for some paths, burns some tokens.
To address miners’ high earnings (through dep-M + col-M
in MAD-HTLC), in He-HTLC, we ensure that miners can never
confiscate the complete amount, vdep +vcol. We partially burn
some of these tokens so that they earn only up to vcol tokens
(through path col-M in He-HTLC). Thus, Bob has no incentive
to obtain a reverse bribe from miners. To address Bob’s high
earnings through dep-B + col-B (when prea is available), we
break the atomicity of redemption by Bob, by requiring Bob
to reveal the secret preb (through path dep-B) for some ℓ
blocks (where ℓ is a parameter) before he can receive dep-B
+ col-B (through path col-B). This separation provides two
guarantees. First, if prea is not available, Bob would indeed
receive vdep + vcol after ℓ blocks of delay. Second, if prea is
known, then miners have the option of either (i) confiscating
vcol through col-M or (ii) letting Bob receive vdep + vcol and
potentially earning more than vcol through a bribe from Bob.
By setting the value of the delay ℓ appropriately, and since
every distinct miner would have to make this choice, we ensure
that Bob cannot bribe all the miners. Such a situation where
Bob attempts to bribe miners is depicted in Fig. 3; the net
earnings for Bob are lower than the honest execution path.
Thus, it is advantageous for Bob to just follow the protocol.

Finally, to achieve constraint (iii), i.e., Alice and miners

combined cannot cheat Bob, we ensure that when vcol ≤ vdep,
through any combination of paths, miners and Alice together
earn ≤ vdep. Thus, redeeming vdep through dep-A is the ideal
path for Alice.

III. REVERSE BRIBERY ATTACKS

In this section, we present the system model and the
success-dependent reverse bribery attack (SDRBA), and ana-
lyze its feasibility through game-theoretical analysis.

A. System Model

Our system model is similar to that in MAD-HTLC [9]. We
assume the existence of a blockchain-based cryptocurrency that
facilitates transactions of tokens among a set of participants.
In our model, the participants are Alice, Bob, other users, and
a fixed set of n miners, denoted by M = {M1, . . ., Mn}.

Blockchain. We model a blockchain as an append-only ledger
consisting of an ordered sequence of blocks containing trans-
actions. Miners create blocks whereas other participants create
transactions to be submitted. We denote the j-th block as bj .
We consider block-creation as a discrete-time, memory-less
stochastic process. In each round, only one miner creates a
block. For simplicity, we assume that the blockchain does not
fork (discussed in Section VII). The probability with which a
miner Mi creates a block in a round is given by its mining
power λi. We assume λi < 0.5 for each Mi and

∑n
i=1 λi = 1.

We assume λi’s are fixed and known to everyone.

We consider a transaction as confirmed once it has been
included in a block. Miners receive a fee for including
transactions in their block. For simplicity, we assume that
there are always unrelated transactions in the mempool and
that all transactions, unless specified otherwise, pay the same
transaction fee f .

Rationality: active and passive. We consider all participants
rational, risk-neutral, and non-myopic, and will break tie
randomly (i.e., they act to maximize their expected utility at the
end of the game). We assume no discount factor in the utility
of a rational player, i.e., payment of x today has the same
utility as payment of x after a long time. These assumptions
are consistent with MAD-HTLC.

The key difference from MAD-HTLC is that we consider
an extended action space for miners. MAD-HTLC assumes that
miners will maximize their utility (in terms of the number
of tokens earned) only based on transactions and information
available in the mempool. We refer to this type of miners
as passively rational miners because they passively act upon
information provided by other players. Our model, however,
permits miners to reach out to other players and engage in
external protocols with them (hence we call them actively
rational miners). For instance, miners can engage in bribing
Alice or Bob if doing so increases their utility. Formally, we
divide the set of miners M = {M1, M2, . . ., Mn} into two
fixed-size mutually disjoint subsets MP and MA, where MP

refers to the set of passively rational miners and MA refers to
the set of actively rational miners. We refer to the total mining
power of all miners in MP as λpa and miners in MA as λac.
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Practicality considerations. In our attacks, miners and Bob
need to communicate through some off-chain channel to nego-
tiate offers and run the exchange protocol. Though they do not
exist today, such channels can be built in several ways. E.g.,
like [14], miners could open up channels for Bob to indicate
interests. Alternatively, platforms like [23] might emerge to
connect miners and malicious Bob.

B. Success Dependent Reverse-Bribery Attack

The intuition behind SDRBA is described in Section II-B.
We now describe its realization in detail.

The key property of SDRBA is success-dependence in that a
miner only pays Bob if she can successfully attack, i.e., having
tx dep

M confirmed on-chain. At a high level, in order to construct
tx dep

M , the miner needs to know preb, and the miner needs to
pay Bob for an agreed-upon bribe. However, performing this
exchange fairly is challenging: as soon as Bob releases preb
to Mi, it is in the best interest of Mi to not pay Bob, and vice
versa. On the other hand, though, if Bob does not release preb,
how could Mi construct tx dep

M and have it confirmed on-chain?

Our key observation is that, in most blockchain implemen-
tations, miners need not know the content of transactions to
mine a block that includes them. Specifically, PoW mining
is typically done over a block header, which only includes
a compact representation of the transaction (e.g., a Merkle
root). Therefore a miner can start mining knowing only the
hashes of all transactions (from which the Merkle root can
be calculated). In PoS, transactions bind to the block header
via a signature from Mi, which again can be generated from
transaction hashes.

Protocol skeleton. With this idea in mind, we can achieve
fair exchange as follows: Bob prepares a transaction tx dep

M

that redeems MH-Dep for Mi, and sends h = H(tx dep
M ) to

the miner, along with a proof π showing its correctness.
For instance, Bob and the miner can agree on a transaction
template with preb missing, and in π, Bob proves that the
hash of the template filled with a particular preb matches
h. Such proofs can be produced with zero-knowledge proofs
(e.g., [22]) or Trusted Executed Environment (TEE) such as
Intel SGX [24]. The miner verifies the proof and mines a
partial block B including: 1) the hash of tx dep

M (again, the miner
only needs the hash h for mining), 2) a bribing transaction that
pays Bob br tokens from the coinbase. ( Paying Bob from the
coinbase ensures that the validity of the payment does not
depend on other transactions.) and 3) any other transactions
from the mempool. The miner sends B to Bob, who verifies
that the block includes intended transactions, fills in tx dep

M ,
and broadcasts the completed block. For ease of argument,
we assume vdep is smaller than the block reward (current
6.25BTC in Bitcoin), to disincentivize Mi from forking B
(e.g., replacing it with a block without payment to Bob). In
the Lightning network, there have been only 4 (past) payment
channels with capacity greater than 6.25 BTC [25]).

An instantiation with TEEs. Below we present a concrete
instantiation using TEEs. We assume Bob has access to a
TEE (e.g., Intel SGX) that guarantees integrity and supports
remote attestation. However, we do not require confidentiality
guarantees (i.e., it only requires transparent execution envi-
ronments [26]) since Bob knows the secret anyway. There

Pseudocode of the TEE enclave for success-dependent bribery

1 : Hardcoded:
2 : addrMiner: Miner’s address to receive tx dep

M

3 : Hashpreb : the hash of preb
4 : Hashprea : the hash of prea
5 : Function GetHashOfTxn(tx dep

M ):

6 : Assert that tx dep
M is redemption to addrMiner

7 : Assert that tx dep
M contains (prea, preb), s.t.

8 : H(preb) = Hashpreb ∧H(prea) = Hashprea
9 : h = H(tx dep

M )

10 : σTEE = TEE.attestation(h) // σTEE binds h to the code

11 : return (h, σTEE)

Figure 4: TEE enclave program for SDRBA implementation

is extensive literature on SGX and we refer readers to [27]
for background. For ease of exposition, we state the protocol
assuming Bitcoin, but it can be easily adapted to other PoW
or PoS blockchains.

1) Setup: Bob and Mi negotiate the details of the bribery,
including the miner’s address to receive the redemption
of MH-Dep, addrMiner, the amount of bribe Amount,
Hashpre

b
, and Hashpre

a
. Bob instantiates a TEE running

code in Fig. 4. For ease of exposition, the bribery param-
eters are hardcoded in Fig. 4, so they are covered by TEE
attestations. Bob shares the source code with the miner who
can verify its correctness. This can happen well before the
timeout T of MAD-HTLC.

2) Bob: When Alice releases prea, Bob constructs the redemp-
tion transaction tx dep

M , and calls GetHashOfTxn in TEE
(Fig. 4) to compute a hash h = H(tx dep

M ) along with an
attestation σTEE proving that h is computed by the specific
code that Bob shared with the miner earlier. Bob sends
(h, σTEE) to the miner.

3) Miner: Miner verifies σTEE against its copy of the source
code and checks that h is certified by σTEE. Then the miner
builds a Merkle tree as described before. Then Mi starts
mining. After finding a valid block B, Mi sends B to Bob.

4) Bob: After receiving B, Bob verifies that 1) B includes a
proper payment to him and then 2) completes B with tx dep

M
to the peer-to-peer network.

The above protocol realizes SDRBA. We argue that the above
protocol realizes SDRBA, i.e., a bribing miner only pays Bob
if and only if tx dep

M is confirmed on-chain. The “if” direction
holds because both tx dep

M and the bribe transaction are included
in B. Since the miner is disincentivized to fork B, if tx dep

M is
confirmed, so will the bribery.

The “only if” direction holds as follows. Under the as-
sumption that TEE protects integrity and the remote attestation
scheme is secure, the attestation σTEE guarantees that the
provided hash is indeed a hash of tx dep

M . Therefore if B

is broadcast, then the miner will receive vdep from tx dep
M .

Moreover, Bob cannot withhold the block but only send the
bribe transaction because the bribe transaction is only valid
if B is confirmed on-chain, as it spends the coinbase of B.
Finally, we just need to argue that Bob will broadcast B when
bribed for more than vcol, which follows from the rationality
assumption (if not, Bob forges the bribe and only gets vcol).
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Figure 5: Timeline of the SDRBA game.

In the next sections, we analyze the feasibility of SDRBA
through a rigorous game-theoretical analysis.

C. Game Setup

To derive the condition under which SDRBA is feasible,
we model it as a game Gdep between Alice, Bob, and miners
M1,M2, . . . ,Mn as follows.

1) Timeline of the game: Like in [9], without loss of
generality, we say the game begins when MH-Dep and MH-
Col contracts are initiated in some block b0. It spans T rounds,
corresponding to the creation of blocks b1 through bT . We
denote the special round in which Alice publishes prea as tpub.

Figure 5 visualizes the timeline of the SDRBA game. Every
round before tpub consists of two steps.

• send: Users, including Alice and Bob, send transactions to
the mempool.

• mine: A miner Mi is chosen at random according to its
mining power λi and creates a block with transactions of
its choice, including ones created by itself.

In all rounds after tpub, there is an intermediate step in
between: as soon as Alice reveals prea in a “send” step, an
actively rational miner can engage in reverse bribery with
Bob to obtain preb, followed by a “mine” step as above. We
will elaborate on reverse bribery when specifying Bob’s and
miners’ action spaces.

States. In a given round k, the game can be in one of three
states: 1) red: MH-Dep is still redeemable; 2) irred-nrev:
MH-Dep has already been redeemed, but preb is not known
to the miners, and 3) irred-rev: MH-Dep has already been
redeemed, and preb is known to some miners. We define States
as {red, irred-nrev, irred-rev}.

Subgames. We define a subgame for each round k ∈ [1, T ].
We denote the subgame starting at the beginning of round k
as Gdep(k, s), where s ∈ States. T − k more blocks are to
be created after this subgame. We use · as wildcard when
denoting subsets of games, e.g., Gdep(·, red) refers to the set
of all subgames in which MH-Dep is still redeemable.

2) Action spaces: Now we specify the action space of
Alice, Bob, and two types of rational miners.

Alice and Bob. Alice follows the MAD-HTLC protocol. Specif-
ically, Alice can choose a round tpub ∈ [1, T ) to publish
tx dep

A (c.f., Eq. (1)) with a fee f dep
A of her choice. Note that

f < f dep
A < vdep is necessary for Alice’s transaction to outbid

all other transactions in the mempool.

After tx dep
A (and prea) has been revealed by Alice, Bob’s

action is limited to those that do not reveal preb on-chain since
otherwise his collateral will be confiscated by miners. One

possible action is to get back vcol in round T , by publishing
tx col

B offering a fee f col
B > f of his choice. For ease of

exposition, we assume Bob always publishes tx col
B in round T

even if he accepts bribes (see below). This does not change the
game because tx col

B does not reveal any information about preb.
Another possible action is for Bob to engage in reverse bribery
with actively rational miners, as we will describe shortly.

Passively rational miners. We recall the definition of pas-
sively rational miners from Section III-A. Passively rational
miners will strategically choose transactions to mine to max-
imize utility. The transactions available to miners depend on
the round k as well as miners’ knowledge of prea and preb.

In any subgame Gdep(·, ·), Mi can include unrelated trans-
actions from the mempool for fee f . In subgames Gdep(k, red),
where k ≥ tpub, Mi can include tx dep

A for fee f dep
A . In

subgames Gdep(k, ·), where k ≥ T , Mi can include tx col
B for

fee f col
B if tx col

B has not already been included.

In addition, if Mi has knowledge of prea and preb, then
in subgames Gdep(k, red), where k ≥ tpub, Mi can create and
include a transaction tx dep

M that redeems MH-Dep for itself via
path dep-M . In any subgame Gdep(T, ·), Mi can create and
include a transaction tx col

M that redeems MH-Col for itself via
path col-M .

Actively rational miners and reverse bribery. We recall the
definition of actively rational miners from Section III-A. In this
game, actively rational miners can perform reverse bribery. As
soon as Alice reveals prea, actively rational miners can decide
to pay a pre-agreed bri to Bob in exchange for allowing it
to redeem MH-Dep. For ease of exposition, we assume that
Bob and a bribing miner have reached an agreement about the
value of bri before tpub.

Bob can independently decide whether or not to accept
each bribe bri, however, he receives only one of these bribes
in case the corresponding miner, Mi, is able to mine the
block (due to the fairness guarantee of SDRBA). For the game
theoretic analysis we show that a fair exchange between a
bribing miner Mi and Bob (such that Mi pays Bob an agreed-
upon bribe bri if and only if Mi can include tx dep

M containing
preb in a block) is a dominant strategy over following MAD-
HTLC protocol.

As a corollary of the fairness guarantee, the fair exchange
process ensures the privacy of preb until it is revealed on
the blockchain3. Therefore either all miners know the preb
or none of them does. Formally, in game Gdep(k, st) with
st = irred-rev, every miner has the information about preb,
whereas in st = irred-nrev, no miner does.

3) Utility: For each player, the utility function ui : Action×
(Z, States) → R is the number of tokens they can earn at
the end of the game. We refer to Alice’s utility as uA, Bob’s
utility as uB , and miner Mi’s utility as ui. To account for the
stochastic nature of the game, we consider expected utilities
at the end of the game.

We refer to player j’s utility in G when action s̄ is taken
by j as uj(s̄, G). Further, we refer to the maximum utility a

3Otherwise a miner can abort the fair exchange protocol, avoiding paying
the bribe, yet is still able to redeem vdep using preb
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player can end up with in G as ūj(G). We assume that the
utility from a block containing only unrelated transactions is
0. Thus, if a transaction related to MAD-HTLC with utility x
is included in exchange for an unrelated transaction, it would
have a utility of x− f .

D. Incentive incompatibility of MAD-HTLC.

Having presented SDRBA and its game theoretical model
Gdep, we are ready to analyze the feasibility of SDRBA.

In this section, we will show in Theorem 1 that if
vcol −f col

B < vdep −f dep
A , all active miners are incentivized to

mount SDRBA against MAD-HTLC as soon as given a chance
to mine a block. Below we state a series of lemmas leading
to the theorem, while deferring the proofs of the lemma and
the theorem to Appendix B due to space constraints.

In Lemma 1, we show that in round T , if MH-Dep has
not been redeemed by Alice, then bribing Bob with bri <
vdep + vcol − f dep

A − f col
B yields more utility than any other

actions. Intuitively, if the miner bribes and is chosen to create a
block in round T , she can redeem both vdep and vcol together.

Lemma 1. In Gdep(T, red), for an actively rational miner,
paying a bribe bri to Bob strongly dominates any other
available action if bri < vdep + vcol − f dep

A − f col
B . In this

case, ūi(G
dep(T, red)) = λi(v

dep + vcol − 2f − bri).

In any round before T , suppose MH-Dep has not been
redeemed yet, if a miner Mi bribes and is chosen to mine a
block, she can redeem vdep immediately and redeem vcol in
round T with probability λi. By comparing to this expected
utility, we can derive bounds on the bribe value so that bribing
Bob dominates other actions.

Lemma 2. In any subgame Gdep(k, red) where tpub ≤ k < T ,
as long as bri < vdep −f dep

A +λi(v
col −f col

B ), for an actively
rational miner, bribing Bob and redeeming MH-Dep via path
dep-M in round k strongly dominates redeeming MH-Dep via
path dep-A.

Lemma 3. In any subgame Gdep(k, red) where tpub ≤ k < T ,
as long as bri < vdep − f dep

A , for an actively rational miner,
bribing Bob and redeeming MH-Dep via path dep-M in round
k strongly dominates including only unrelated transactions.

Finally, we observe that Bob will accept any bribe value
higher than vcol − f col

B , the amount he will gain by following
the MAD-HTLC protocol.

Lemma 4. In any subgame Gdep(k, ·) where k ≥ tpub, Bob
will have higher utility from accepting any bri > vcol − f col

B
than from following the MAD-HTLC protocol.

With above lemmas, we are ready to show that if vcol −
f col
B < vdep−f dep

A , all active miners are incentivized to mount
SDRBA than following MAD-HTLC.

Theorem 1. If vcol − f col
B < vdep − f dep

A then there exists a
bribe value for every actively rational miner Mi, such that in
any subgame Gdep(k, red), where k ≥ tpub, both Mi and Bob
have higher expected utility from SDRBA redeeming MH-Dep
via path dep-M than from following the MAD-HTLC protocol.

Proof: Let Mi be some actively rational miner in
Gdep(k, red). When bri < vdep−f dep

A , we observe that bribing
Bob dominates (i) all other actions in round T (Lemma 1),
(ii) including Alice’s transaction (dep-A) in round < T
(Lemma 2), (iii) including unrelated transactions in round < T
(Lemma 3).

By Lemma 4, we further know that Bob will have higher
utility from accepting bri than from following the MAD-HTLC
protocol if bri > vcol − f col

B . Consequently, for bribery to
result in higher utility for both Mi and Bob, we would need
vcol − f col

B < bri < vdep − f dep
A . Thus, we know that there

always exists a value for bri that meets both constraints as
long as vcol − f col

B < vdep − f dep
A .

However, this does not mean that MAD-HTLC is safe given
that vcol − f col

B > vdep − f dep
A . We refer to Appendix B for

the safety constraints required for MAD-HTLC.

IV. HYBRID DELAY-REVERSE BRIBERY ATTACK

In this section, we present the HyDRA attack against MAD-
HTLC. HyDRA combines a classic delay attack (e.g., [8], [28])
and SDRBA. HyDRA is a stronger attack than SDRBA because
it works regardless of relative sizes of vdep and vcol. We present
the attack in this section with a “pay per block” delay strategy
similar to [8] but with simplified upper bound bribe, under
which for each block, Bob offers miner a bribe which offers
greater utility than the transaction fee offered by Alice.

A. The HyDRA attack

Let’s say a MAD-HTLC is established between Bob and
Alice, with Bob depositing vdep and vcol to MH-Dep and MH-
Col respectively. Bob tries to attack Alice (who we assume
knows prea, and can thus redeem the deposit contract) in order
to receive any amount greater than vcol. There are two steps
to Bob’s attack: censoring Alice’s transaction and an SDRBA
attack between Bob and miner. Below we go through the two
steps. Figure 7 specifies the protocol more formally.

Step 1: Censoring tx dep
A : As soon as Alice posts the redemp-

tion transaction tx dep
A in tpub, Bob sets up a contract that issues

promised rewards to miners who censor tx dep
A (Fig. 6). The

intuition is that given a promise of receiving enough amount
in the future, miners would prefer to not include tx dep

A .

The attack can be facilitated with a smart contract.4 We
outline a possible implementation in Fig. 6. At a high level,
for each subsequent block, after tx dep

A is published, its miner
can call getToken to get special tokens that can be redeemed
only after the second step of the attack succeeds (at which
point Bob pays the cost of censoring tx dep

A using the bribe
he receives). The total cost of censoring tx dep

A is denoted by
Cdelay. This step continues until some miner takes Step 2.

Step 2: Mounting SDRBA: After time T , any miner can
mount an SDRBA to move the attack to the second step. The
second part of the attack is similar to the SDRBA attack (Sec-
tion III-B) except that the fair exchange is slightly modified

4This does not mean that the HTLC needs to be on the same chain. Bribery
on one chain can be facilitated by smart contracts on another chain through
cross-chain bridges, assuming passive miners are mining on both chains.
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SCHyDRA: delay contract for HyDRA

1 : Variables:
2 : MH-Dep, MH-Col: Address of MAD-HTLC contracts

3 : For i ∈ {1, 2}, ni = 0 // total # of Ti tokens issued

4 : For i ∈ {1, 2}, Bali = {} // mapping from address to balances of Ti

5 : // ci is the exchange rate between Ti and native currency.

6 : c1 =
f

dep
A

1−(1−λac)1/λac
+ ϵ1 // ϵi is any small positive number.

7 : c2 =
f

dep
A
λac + ϵ2

8 : Setup:
9 : Bob deposits vdep in the contract

10 : Function getToken():

11 : Abort if the caller is not the miner of the current block
12 : Abort if this function has been called in this block
13 : Let i be the current block number
14 : if i < T

15 : n1 ← n1 + 1; Bal1[caller]← Bal1[caller] + 1

16 : else

17 : n2 ← n2 + 1; Bal2[caller]← Bal2[caller] + 1

18 : Function redeemToken():

19 : Assert that vdep − n1 · c1 − n2 · c2 > 0

20 : Check that MH-Dep and MH-Col were redeemed through

21 : dep-M and col-M in this block.

22 : for (addr, bal) in Bal1
23 : Send c1 · bal native tokens to addr

24 : for (addr, bal) in Bal2
25 : Send c2 · bal native tokens to addr

26 : // Send leftover to Bob
27 : Send vdep − n1 · c1 − n2 · c2 to Bob

28 : Function refundToken():

29 : If MH-Dep has been redeemed by Alice through dep-A, send vdep to Bob.

Figure 6: A smart contract (sketch) that facilitates the delay
phase of HyDRA.

so that a miner Mi pays the bribe if and only if both MH-Dep
and MH-Col are redeemed by Mi in the same block (whereas
in the original SDRBA attack, Mi pays bribe if and only if
MH-Dep is redeemed).

Note that Step 1 is a continuous process and lasts until
a miner takes Step 2. Following a successful SDRBA attack,
anyone can call redeemToken to trigger the distribution of
payouts. redeemToken will verify that SDRBA indeed suc-
ceeded (i.e., both MH-Dep and MH-Col have been redeemed
after timeout via dep-M ), and then redeem tokens issued
earlier at a pre-specified exchange rate (c1 for tokens issued
before the timeout T , and c2 otherwise as specified in Fig. 6),
and send the remaining balance to Bob. The reason we choose
the specific values will become clear shortly in the analysis.

B. Incentive incompatibility of MAD-HTLC

Game setup. The game for HyDRA is the same as that Sec-
tion III-C except that the action to censor tx dep

A is always
available for all rational miners—active or passive—in all
rounds (including rounds before and after the timeout T ). In
rounds t ≥ T , active miners can choose to mount SDRBA.
We consider every miner to be rational and some of them are
active (λac > 0). The values of c1 and c2 are described in the
contract Fig. 6.

Protocol for HyDRA

Setup and Init:
Bob sets up a facilitating smart contract SCHyDRA as described in Fig. 6

Before round T :

Miners of blocks between tpub and T censor tx dep
A and call getToken in SCHyDRA

to get tokens.
In and after round T :

If a miner is active, bribe Bob with br = vcol + n1 · c1 + n2 · c2 to mount
the modified SDRBA attack (see the description of step 2). If the attack succeeds, call
redeemToken to distribute payouts.

If a miner is passive, keep censoring tx dep
A (same as above) until SDRBA succeeds.

Figure 7: Protocol followed during HyDRA attack

Analysis. To analyze the incentive compatibility of HyDRA,
we first show that an active miner would always choose
to mount SDRBA (moving to Step 2) over censoring tx dep

A
(remaining in Step 1) if chosen to create a block. The intuition
is that ultimately the cost of censoring tx dep

A is covered by the
active miner who successfully mounts an SDRBA attack. Thus,
stopping the censorship attack as soon as possible is in the best
interest of the said miner. We prove the statements claimed in
lemmas in Appendix D

Lemma 5. For an active rational miner in round t ≥ T ,
where mounting SDRBA is an available action (i.e., MH-Dep
and MH-Col are still redeemable) and vdep − (T − tpub − 1) ·
c1− (t−T ) · c2 > f dep

A , mounting SDRBA (Step 2) dominates
censoring tx dep

A (Step 1).

In the next two lemmas, we show that no rational miner
would ever include tx dep

A in presence of such a contract, before
or after the timeout.

Lemma 6. For any rational miner of round t ≥ T , where MH-
Dep and MH-Col are not yet redeemed and vdep− (T − tpub−
1) · c1 − (t − T ) · c2 > f dep

A , censoring tx dep
A and accepting

delay bribe (Step 1) dominates over including tx dep
A .

With the above Lemma 5 and Lemma 6, we have looked
at the actions available for all rational miners after timeout T .
Next, we need to show that it would be rational for miners
before timeout to censor tx dep

A . Since after timeout T , the
probability of active miner mining a block is λac, the expected
number of blocks required for an active miner to create a block
after timeout is 1/λac.

Lemma 7. For any rational miner of round t < T , where
MH-Dep has not yet been redeemed and vdep − (T − tpub −
1) · c1 + (1/λac) · c2 > f dep

A , censoring tx dep
A and accepting

delay bribe (Step 1) dominates over including tx dep
A .

With above lemmas, we can show that HyDRA will be
preferred by all rational miners unless Alice pays a transaction
fee for tx dep

A higher than vdep−(T−tpub−1) ·c1+(1/λac) ·c2.

Theorem 2. All rational miners are better off from following
strategy outlined in HyDRA, than behaving honestly and
redeeming transaction tx dep

A for Alice, given vdep−(T−tpub−
1) · c1 + (1/λac) · c2 > f dep

A .

Proof: From lemmas 6 and 7, if vdep − (T − tpub − 1) ·
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c1 + (1/λac) · c2 > f dep
A , censoring tx dep

A dominates including
tx dep

A . After timeout T , the censoring bribe needs to be paid
for an expected 1

λac blocks. With the same condition vdep −
(T − tpub − 1) · c1 − 1

λac · c2 > f dep
A by Lemma 5, all active

miners prefer to participate in SDRBA over censoring tx dep
A

and by extension including tx dep
A . Thus, all rational miners

will follow the HyDRA strategy.

Success probability. As shown in Theorem 2, the success
probability is 1−(1−λac)

1/λac , since at least one block needs
to be mined by an active rational miner in 1

λac blocks. How-
ever, HyDRA is incentive-compatible regardless—all rational
miners are better off from following HyDRA as long as c1 and
c2 are set accordingly.

Cost of defending the hybrid attack. One way to defend
against HyDRA is for Alice to pay a high fee, and publish tx dep

A
early. We provide a rough estimation of the cost. Consider
an HTLC contract with a complete capacity of the payment
channel vdep = 2 BTC. Estimating λac accurately is hard, but
the adoption rate of MEV-geth [23] among Ethereum miners
can provide a ballpark reference because only active miners (by
our definition) will prefer MEV-geth over geth. As of March
2022, the adoption rate is about 78% [29]. We conservatively
set λac to 50%. If the channel is closed one day prior to its
timeout, then T − tpub = 24 × 60/10 = 144 blocks and thus
the transaction fee cost f dep

A to Alice in order to violate the
condition in Theorem 2 must be f dep

A = vdep − (T − tpub −
1) ·c1− 1

λac ·c2, where c1 = f dep
A /0.75, c2 = f dep

A /0.5, which
makes f dep

A ≈ 0.01 BTC which is about 4550× the average
closing cost of 2.2e-6 BTC [9].

V. HE-HTLC: AN INCENTIVE COMPATIBLE HTLC

We now present He-HTLC, an incentive-compatible imple-
mentation of the HTLC spec. Our protocol is inspired by the
learnings of our attacks on MAD-HTLC. In particular, we ensure
that (i) the miners are not overcompensated when acting as
enforces, and (ii) we break the atomicity by separating so that
vdep and vcol cannot be redeemed in one block.

An overview of the protocol has been presented in Sec-
tion II-C. In this section, we describe the protocol in detail
in Section V-A. The incentive compatibility of He-HTLC is
proven in Section V-B. Finally, in Section V-C, we report on
a Bitcoin implementation.

A. The Protocol

Our protocol He-HTLC[ℓ] is parameterized by ℓ, the number
of blocks between the redemption of vdep and vcol. This
parameter adjusts the tradeoff between Bob’s collateral amount
and the time duration that the collateral must be locked for.
Setting a large ℓ allows Bob to lock less collateral but for a
longer period of time, and vice versa. He-HTLC[ℓ] involves two
contracts, He-Dep, and He-Col, as described below.

He-Dep. To initiate an HTLC with Alice, Bob deposits vdep +
vcol tokens to He-Dep. As with MAD-HTLC, vdep is intended to
be paid to Alice and vcol is Bob’s collateral. He-Dep stipulates
that the tokens can be spent in one of the two ways:

• dep-A: If Alice knows prea, then she can transfer vcol to
Bob and rest to herself by revealing prea.

• dep-B: If tokens are still unspent after the timeout T , Bob
can transfer vdep + vcol to the collateral contract He-Col, as
specified below, by revealing preb.

He-Col. The collateral contract He-Col stipulates that the
tokens can be spent in one of the two ways:

• col-B: Bob can spend vdep + vcol after ℓ blocks of the
formation of He-Col.

• col-M : Anyone revealing both prea and preb can spend vcol

tokens while rendering the rest vdep permanently unspend-
able (aka burnt).

We would show that if Alice is rational and knows the
secret prea, then she would reveal prea before the timeout
expires (Lemma 8). In the case that Alice fails to reveal the
secret until the timeout, Bob can get refunded in two steps.
First, Bob will transfer vdep + vcol tokens to the collateral
contract He-Col (through path dep-B). Then, after ℓ blocks,
Bob can spend vdep + vcol.

B. Security Analysis

We analyze the security of He-HTLC in the model described
in Section III-A.

We will show that He-HTLC is incentive-compatible for
any vcol ∈ (f, vdep] (we require this throughout this section).
To be specific, we will show for any 0 < ϵ ≤ 1 − f

vdep and

vcol = ϵvdep+f , there always exists a sufficiently large ℓ such
that all parties are incentivized to follow He-HTLC[ℓ]. In the
analysis below, we assume that Alice pays a transaction fee
f dep
A slightly higher than f , but to reduce clutter we replace
f dep
A = f .

First, we show that the scheme is safe if Bob is following
the protocol, whereas Alice who knows prea is trying to
maximize her profits.

Lemma 8. Suppose Alice knows prea in some round r <
T . Withholding prea until after T gives Alice a strictly lower
utility than revealing prea in a round tpub < T to miners.

Proof: In case Alice withholds prea until after Bob reveals
preb, Alice can get an amount of vcol shared with the miner if
the miner takes the path col-M , out of which the miner takes
a fee of at least f in order to compensate for the block space.
However, revealing earlier leads to her receiving vdep − f by
taking the path dep-A. Since vcol ≤ vdep, Alice would prefer
to reveal prea before Bob reveals preb. Since Bob can reveal
preb at any time after T in accordance with the protocol, Alice
would reveal prea before T .

In case Alice does not know prea, the only path that can be
taken is dep-B followed by col-B and Alice cannot take any
action. Now that we have ensured that if Bob acts honestly,
Alice cannot gain a utility greater than her honest execution,
we show that if Alice acts honestly, then Bob cannot gain any
more utility than his honest execution.

Lemma 9. Suppose prea has been revealed to the miners; Bob
successfully funds He-Col through dep-B in round r ≥ T , and
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He-Col redemption paths are not yet taken. Then, each miner
in round > r, unless bribed with an amount > vcol − f , has
a higher utility in taking col-M in comparison to including
unrelated transactions.

Proof: Since Alice has revealed prea to the miner and Bob
has revealed preb through dep-B, all the subsequent miners
know both prea and preb. If the miner follows path col-M
instead of including unrelated transactions, it receives a utility
of vcol−f . Since vcol > f , the miner would prefer col-M than
including unrelated transactions unless bribed with an amount
> vcol − f to include unrelated transactions.

Now, we show an upper bound on how much Bob can pay
after a successful dep-B.

Lemma 10. Once He-Col is funded from He-Dep through
dep-B, Bob would never choose to bribe more than a sum
of vdep + vcol − f to the miners in order to incentivize them
into not taking path col-M .

Proof: This follows from the fact that Bob can only earn
vdep + vcol through the path col-B, paying a fee of f to the
miner in the process. Thus, paying a higher amount as a bribe
strictly reduces Bob’s utility.

Lemma 11. Suppose prea and preb have been revealed to the
miners and He-Col has been funded in some round r > T ;
the parameter ℓ is such that the expected number of distinct
miners within ℓ blocks is κ. Then, among these distinct miners,
there exists a miner who has a higher utility in taking the path
col-M when vcol ≥ ( v

dep
κ−1 ) + f .

Proof: Since both prea and preb are available to the miner,
path col-M can be taken which leads to burning the deposit.
Alternatively, path col-B can be taken ℓ blocks after dep-B.

There are κ distinct miners in expectation deciding be-
tween choosing col-M , col-B or not taking either path. From
Lemma 9, we know that col-B can only be taken if each of
the κ miners is offered a bribe > vcol − f . Moreover, from
Lemma 10, we know that Bob can offer a maximum bribe
of vdep + vcol − f distributed among all the κ miners. By
Pigeon-Hole principle, at least one of these bribes to some

miner needs to be ≤ vdep+vcol−f
κ ≤ vcol − f . Let Mi be

the first such miner. All miners before Mi cannot take col-B
(since they are within ℓ blocks from the funding of He-Col).
Since the bribe is not large enough, as per Lemma 9, Mi is
incentivized to take col-M .

Theorem 3. Assuming all parties are (actively or passively)
rational, and ( 1

κ−1 )v
dep + f ≤ vcol ≤ vdep for κ ≥ 2, ℓ is set

such that expected number of distinct miners across ℓ blocks
is κ, He-HTLC[ℓ] guarantees:

1) If Alice reveals prea via path dep-A at round t < T , then
all parties prefer taking dep-A.

2) If Alice does not reveal prea in any round t < T , then all
parties prefer dep-B followed by col-B.

Proof: We prove the two guarantees separately.

Part 1. If prea is available to miners at round t < T , Bob can
take one of the two options.

1) Bob never reveals preb.
2) Bob reveals preb to miners in some round.

First, we will show that Bob will always prefer the first option
over the second.

If Bob never reveals preb to the miners, Alice redeems vdep

through dep-A, and Bob gets back vcol. The utility of Alice
and Bob are vdep−f and vcol (Alice pays the transaction fee),
respectively. The miner can earn a fee of f .

In the second option, Bob reveals preb to miners. The miner
can either take path dep-A or dep-B if a path amongst them
has not already been taken. The path dep-B can be followed by
col-B after ℓ blocks or by col-M possibly in the same block.
With path dep-B, we know that the miner gets a utility ≥ vcol

by taking both dep-B and col-M in the same block (transaction
fee f and the utility for taking the path col-M ) whereas it will
get f from dep-A. Since vcol > f , dep-B would be preferred.
Since prea has been revealed and ( 1

κ−1 )v
dep + f ≤ vcol (by

assumption), it follows from Lemma 11 that He-Col would
be redeemed by some miner via path col-M . In this case, the
sum of Bob’s and all miners’ expected amount received would
be vcol. Since the minimum amount miner expects is f , the
maximum amount Bob can expect is vcol − f (which is less
than Bob’s expected utility in case 1). Therefore, Bob will
always choose not to reveal preb when prea is already known.

Thus, if prea is available to miners at round t < T , then
all parties are incentivized to take the path dep-A.

Part 2. Let us consider that Alice does not reveal prea at any
time < T . By Lemma 8, we know that if Alice knows prea,
then she would have revealed it in a round < T . Thus, if prea
is not available to miners in any round t < T , it must be the
case that Alice does not have access to it either. Thus, the only
available path is dep-B followed by col-B.

C. Implementation in Bitcoin

Implementing He-HTLC for blockchains with smart con-
tract support (e.g., Ethereum) is straightforward. In this section,
we report on the implementation of He-HTLC for Bitcoin.

Bitcoin scripts. An He-HTLC contract is instantiated as a
pair of Bitcoin UTXOs (UTXOdep and UTXOcol respectively)
with scripts shown in Table I. Note that currently Bitcoin
script only enforces when a UTXO can be spent, it cannot,
however, enforce how a UTXO will be spent in the future
(e.g., an authorized spender of a UTXO can send it to any
address she wishes; Covenant [30] will change this but it is
not yet available in Bitcoin). Therefore, our implementation
combines Bitcoin script with pre-signed transactions to enforce
that UTXOdep and UTXOcol can only be spent in specific ways.
Namely, spending UTXOdep or UTXOcol requires signatures
from both Alice and Bob, so that both parties can ensure that
the funds can only be spent in the following ways.

• UTXOdep can be spent by two transactions: tx dep
A spends it

and sends vcol to Bob, and vdep to Alice; tx dep
B spends it

and creates UTXOcol with amount vdep + vcol.
• UTXOcol can be spent by two transactions: tx col

B spends it
and sends vdep + vcol to Bob; tx col

M spends it and creates
a UTXO with amount vdep and script OP_RETURN (the
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Table I: Bitcoin scripts for He-Dep and He-Col

He-Dep He-Col

2 2
pka pka
pkb pkb
2 2
OP_CHECKMULTISIGVERIFY OP_CHECKMULTISIGVERIFY
OP_HASH160 OP_HASH160
diga diga
OP_EQUAL OP_EQUAL
OP_IF OP_IF

OP_TRUE OP_HASH160
OP_ELSE digb

T OP_EQUAL
OP_CHECKSEQUENCEVERIFY OP_ELSE
OP_DROP ℓ
OP_HASH160 OP_CHECKSEQUENCEVERIFY
digb OP_DROP
OP_EQUAL OP_TRUE

OP_ENDIF OP_ENDIF

standard way to render vdep provably unspendable). The rest
will be taken by the miner as transaction fees.

Note that all of the transactions must be prepared and
signed before a He-HTLC contract is instantiated, otherwise
whoever acts first is at a disadvantage. For instance, if Bob
creates UTXOdep before obtaining a tx dep

B signed by Alice,
then there is no guarantee that Alice will sign, thus Bob’s
money might get stuck.

Transaction pre-signing. The above transactions can be pre-
signed securely as follows. First, Bob creates a transaction
that deposits vdep+vcol (out of his pocket) to create UTXOdep.
He keeps the transactions private and creates tx dep

A , tx dep
B , tx col

B ,
and tx col

M . Bob attaches his signatures to tx dep
A and tx col

M and
sends all of them to Alice. Note that transactions tx col

B and
tx col

M rely on a UTXO to be created by tx dep
B . To avoid

malleability issues, tx dep
B must be SegWit [31]. Alice checks

that all transactions are properly formed, and attaches her
signatures to tx dep

B , tx col
B , and tx col

M and sends them back to
Bob. To ensure that tx col

M is accessible to all miners, Alice
puts tx col

M on chain using an OP_RETURN script. Alice then
waits for UTXOdep to be created on-chain, at which point the
timeout T starts. If UTXOdep does not appear on chain, the
contract is canceled.

Operation. After Bob receives and verifies pre-signed trans-
actions from Alice, he funds UTXOdep. Post this Alice can
take path dep-A by adding prea and her signature to tx dep

A and
broadcast. If Alice does not reveal the transaction until timeout,
Bob can add preb and sigb to tx dep

B to create UTXOcol. After
waiting for another ℓ blocks, Bob can spend UTXOcol.

Testnet deployment. We developed a prototype He-HTLC
client in Golang [32] to automatically generate transactions.
We deployed He-HTLC on testnet to verify the correctness
of our implementation. Table II shows the example testnet
transactions corresponding to four protocol paths. The last
column shows the estimated transaction fees at various fee
rates. Even at a generous rate of 20 Satoshi per vByte,
transactions costs of He-HTLC is at below $1 (for reference,
the average Bitcoin transaction fee fluctuates between $1 to $5
from August 2021 to August 2022).

Comparison with MAD-HTLC. We compare the transaction
sizes of MAD-HTLC [9]. The following table compares the
transaction cost incurred by each party. The row for miner
stands for the cost of confiscation. Cells with a + sign mean
that action requires two transactions. In He-HTLC, since Alice
redeeming vdep also refunds Bob with vcol, Bob does not pay
a transaction fee.

He-HTLC (vB) MAD-HTLC (B) Reduction

Alice 190 323 41%
Bob (refund vcol) 0 248 100%
Bob (refund both) 172 + 152 322 + 248 43%

Miner 172 + 168 282 + 241 54%

In general, He-HTLC transactions are significantly smaller.
It is imperative to note that MAD-HTLC transaction sizes can
be reduced if implemented using SegWit transactions.

VI. RELATED WORK

Incentive attacks in blockchains. Bribery attacks specifically
against HTLC have been proposed. [8] proposes temporary
censorship attacks where attackers can censor transactions
from a victim until a timeout. Their attacks apply to HTLC
and would enable Bob to censor Alice’s transaction and
revert the payment. Attacks in [8], require expressive smart
contracts languages such as Solidity in Ethereum. [9] proposed
a variant that works with the Bitcoin script, along with other
improvements.

In general, the incentive compatibility of blockchain pro-
tocols has been studied extensively. E.g., selfish mining at-
tack [33] shows that Bitcoin is not incentive-compatible and
miners may gain more by strategically withholding blocks.
External forces can also affect miners’ behaviors. Bonneau
et al. [34] shows how to bribe miners, possibly using the
blockchain itself, to take over the system for a short duration.
McCorry et al. [28] use smart contacts to enable expres-
sive bribery attacks, such as censoring transactions and even
rewriting the history. Other ways to implement bribery have
been proposed. E.g., [35] shows that one can embed bribes in
transaction fees to incentivize history rewrite attacks.

However, these works did not consider the possibility
that miners may be incentivized to initiate reverse bribery
attacks. Also, our attacks require a more sophisticated bribery
mechanism, since miners initiate the attack.

Fair exchanges solutions using blockchains. We devised new
fair exchange protocols to enable reverse bribery. Compared
to various fair exchange protocols proposed in other con-
texts [16]–[18], what our attacks require is more challenging to
achieve because of the power asymmetry between the partici-
pants of the exchanges: miners have much more control of the
blockchain than Bob. First, proposed fair exchange protocols
focus on the fair exchanges between two non-mining parties,
whereas in our setting the exchange takes place between Bob
and miners. Second, existing solutions typically rely on miners
as trusted parties to facilitate the exchange, while in our setting
rational miners may try to compromise the exchange in order
to maximize their gain.

Actively rational miners and MEV. Miners are typically
modeled as rational agents that pick the most profitable trans-
actions to include in blocks (e.g., [9], [28], [34], [35]). We
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Table II: Example transactions on-chain result. Fees are calculated at 23,894 USD/BTC.

Path Transaction ID Size Estimated fee (USD) @ 2/10/20 Sat/vB

dep-A 5dbb7c677b3177700a541ecc23604bbfdb5ddd5a463e924428ae096646214180 190 vbyte $0.09 / $0.45 / $0.91
dep-B e80fcfb0a1ce936fcb9b514f03d2d78d4c8f06a0657e3a9f54411dee636d1ce6 172 vbyte $0.08 / $0.41 / $0.82
col-B a3f2902a3e7d3bd81295fc020a2a211dbf00b428f7bc6e93c4cfc12f7a55a628 152 vbyte $0.07 / $0.36 / $0.73

col-M 78b7ec346dc7ef75295ba26d1705cb791da23a97ff1511e28321e2b62f5de689 168 vbyte $0.08 / $0.40 / $0.80

show that they can do better if they actively create more
opportunities. In a sense, our model is a generalization of
that in [10], which points out that miners can gain significant
profit by manipulating transaction orderings and mounting,
e.g., frontrunning attacks. This surplus is referred to as Miners
Extractable Value or MEV. In practice, miners do initiate
protocols on top of regular mining to get MEV, e.g., by
joining MEV extraction networks such as Flashbots and Eden
Network [12], [13] or offer direct RPC channels for a fee [14].
The reverse bribery attacks we show are a different avenue of
MEV from influencing other (non-mining) participants.

Concurrent and independent work. Recently, there has been
a concurrent work titled PONYTA [19], which identifies the
same incentive compatibility concern with MAD-HTLC and
proposes an incentive compatible solution. Our works differ
in the following ways. First, they only present an intuition
towards the existence of an attack in MAD-HTLC. We discuss
the challenges of making such an attack work and present
a game-theoretic proof and an implementation to implement
such an attack using TEEs and ZKPs (Section III-B). Second,
their solution to disincentivize collusion between Alice and
miner or Bob and miner requires Alice to provide collateral of
vdep and Bob to provide collateral of 2vdep. In He-HTLC, Alice
does not pay collateral, and Bob can choose small collateral
of vdep/κ where κ, chosen by Bob, determines how early he
receives his collateral back after the timeout. On the other
hand, their work does consider parties may start with some
external incentives, which is not considered in our work. Note
that their work does consider collusion between miners (even
more than 50%) and one of the parties; in our work, such
collusion only requires us to set the value of κ appropriately
(under the same assumption that the coalition of miners will
not mount consensus-level attacks).

VII. DISCUSSION AND FUTURE WORK

On actively rational miners. Miners are typically modeled
as rational agents, but our key observation is that we must
consider different aspects of rationality. MAD-HTLC, for exam-
ple, only considers passively rational miners who optimize over
passively available opportunities, whereas this paper shows that
they can do better if they actively create more opportunities.
As discussed above, reverse bribery can be viewed as another
avenue of MEV [10] through actively influencing other (non-
mining) participants.

On the other hand, assuming all miners are actively rational
is perhaps too strong and does not reflect reality. If that were
true, all miners would extort any entity trying to get a refund
from an HLTC. Clearly, we do not live in such a world
currently. Nonetheless, we do observe some miners engaging
in active MEV extraction. Identifying how reality corresponds
to the actively rational model is an interesting open question.

Comparing the attacks and our solution. We present two
different attacks. The first attack SDRBA shows there exists
a strategy that would be preferred by Bob and every actively
rational miner compared to following MAD-HTLC. However,
the attack works only when the collateral amount is small. With
HyDRA, we remove this restriction since a “winning” miner
can redeem vcol and vdep simultaneously after T . However,
the miner and Bob together need to compensate other miners
with the amount Cdelay. Thus, the preferred attack depends on
the values of vcol, vdep, and Cdelay.

Our solution He-HTLC forces Bob to get the refund in
multiple steps, which, intuitively, increases the cost Cdelay to
a large value where each miner needs to be paid > vcol. By
making this total cost larger than vdep, we ensure Bob cannot
afford to bribe. In that sense, our solution can be viewed as a
complement to the HyDRA attack. We present a solution for
vcol = ϵvdep + f , in which by increasing ℓ (and the number
of distinct miners κ) appropriately, we can reduce ϵ which
reduces the required collateral. For Bob, this can be viewed
as a trade-off between providing high collateral and receiving
a refund quickly (small ℓ) and providing small collateral and
waiting for a long time (large ℓ).

Assumption on the absence of forks. For simplicity, we
assume that the blockchain does not fork. This is reasonable
for our attacks since we only need to show that there exist
scenarios where the attacks are successful. For our solution
He-HTLC, we introduce path col-M where miners can earn
vcol. However, if Alice and Bob are rational, miners can never
use this path. Thus, the presence of forks does not influence a
miner’s utility w.r.t. our contracts, and conversely, since miners
cannot redeem through col-M , they will not create forks to
achieve higher gains through this contract.

Fair exchange as a solution? We use fair exchange protocols
to facilitate reverse bribery but can setting up fair exchanges
between Alice and the miner solve bribery attacks against
HTLC to begin with? This does not work since the fair
exchange does not solve the fundamental misalignment of
incentives. Here is a specific attack even if we assume miners
do not learn prea. Even though the knowledge of prea is
important to the miner while negotiating a bribe, it is not
required to redeem MH-Dep and MH-Col; after the timeout,
they can be redeemed using only preb and sigb. This allows
for a hybrid attack where Bob gets vdep and vcol and pays the
miner some bribe.

Extending reverse bribery to other systems. We considered
specific attacks against MAD-HTLC, but whenever application-
level protocols rely on miners (e.g., as enforcers), the possi-
bility of miners’ actively participating need to be considered.
Thus, reverse bribery might be a concern in not just HTLC-
like contracts, and there might be other attacks when miners
engage in application-level logic in addition to reverse bribery.
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APPENDIX

A. Success Independent Reverse Bribery Attack

In this section, we present another attack on the MAD-
HTLC protocol. It differs from Section III-B in that the miners
pay a fee regardless of whether or not they are able to mine
the block after tpub. Formally, the exchange between the miner
and Bob is bri for the knowledge of preb. We assume that the
miner does not sell this preb to other miners in the system.

We first present a practical implementation of the success
independent attack. The challenge is to realize a fair exchange
between Bob and a miner Mi, such that the Mi learns preb
if and only if a payment to Bob of an agreed-upon amount is
confirmed on the blockchain (the payment need not happen on
the same blockchain as the MAD-HTLC). We show a solution
using Trusted Execution Environments (TEEs).

We assume the bribing miner Mi and Bob have access to a
TEE that guarantees integrity and confidentiality and supports
remote attestation. We have seen one use of the same in
Section III-B Further, we have assumed that they can access a
secure Proof-of-Work based blockchain for payment (e.g., Bit-
coin or Ethereum). We also assume that the difficulty does not
vary between the time of bribe setup and the completion (e.g.,
the timeout of the HTLC). Our description below is specific
to Bitcoin, but it can be adapted to any PoW blockchain.

Setup. Bob and Mi negotiate the details of the bribery,
including Bob’s address to receive bribe AddrBob, the amount
of bribe Amount, the hash of preb Hashpre

b
, as well as a lower

bound for PoW difficult diffl used by the contingent decryption
protocol below. This can happen well before the timeout of the
the HTLC.
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Pseudocode of the TEE enclave for success-independent bribery

1 : Hardcoded:
2 : AddrBob: Bob’s address to receive bribe

3 : Amount: The amount of bribe
4 : Hashpreb : the hash of preb
5 : ℓ: number confirmations required (e.g., in Bitcoin ℓ = 6)

6 : diffl: Difficulty lower bar

7 : Function Init(λ):

8 : (sk, pk)← KGen(1λ) // generate a pair of keys in TEE
9 : σTEE = TEE.attestation(pk) // σTEE binds pk to the code

10 : return (pk, σTEE)

11 : Function VerifyMsgFromBob(m):

12 : // Verify that encrypted message from Bob has the right preimage

13 : return H(Decsk(m)) = Hashpreb

14 : Function Decrypt(TXbribe, MerkleProof, h1, . . . , hℓ):

15 : Assert (h1, . . . , hℓ) forms a valid blockchain

16 : Assert that the difficulty in hi is at least diffl for all i

17 : Assert that TXbribe is in h1 by checking MerkleProof

18 : Assert that TXbribe pays an amount of Amount to AddrBob

19 : return Decsk(m)

Figure 8: TEE enclave program for SIRBA

Mi runs the TEE code shown in Fig. 8. For ease of
exposition the above parameters are hardcoded in Fig. 8, so
they are covered by TEE attestation. Mi shares the code with
Bob, who can review and verify its correctness.

To initialize, Mi calls init(λ) to generate a pair of keys
protected by TEE. Specifically, TEE samples a key and returns
pk along with an attestation σTEE, binding pk to the TEE code,
while the secret key is kept in TEE so that the miner cannot
access.

Mi sends (pk, σTEE) to Bob, who verifies that the attesta-
tion σTEE is consistent with the source code he has obtained
from the miner (including the parameters hardcoded therein),
and that pk is certified by σTEE.

Bob provisions preb to TEE. Having verified the correct-
ness of pk, Bob sends preb encrypted to the miner in c =
Encpk(preb). Mi then calls VerifyMsgFromBob to verify
that the ciphertext encrypts the correct preimage.

Contingent decryption. The key idea is that the TEE code
enforces contingent decryption of c upon receiving a proof
of payment to Bob. Specifically, upon receiving a Bitcoin
transaction TXbribe, a Merkle proof, and a sequence of block
headers (h1, . . . , hn), the TEE code will verify that the block
headers form a hash chain with sufficient difficulty, and that
TXbribe is included in one of the block hj that has been buried
sufficiently deep (e.g., n − j ≥ ℓ, where ℓ is the number
of confirmations required for TXbribe to be considered final
with high probability), and that TXbribe pays the agreed upon
amount to Bob’ specified address. If all checks pass, TEE will
decrypt c and reveal preb. Therefore, to obtain preb, Mi makes
the payment on-chain, waits for ℓ confirmations, and presents
the required information to TEE.

Security arguments. Assuming that TEE guarantees integrity
and confidentiality, and that the PoW difficulty does not
increase significantly beyond diffl before the timeout of the

HTLC in question, and that bribe amount is smaller than the
block rewards (6.25 BTC ∼ $236, 000 as of January 2022),
we argue that the miner cannot learn preb without paying the
bribe (or more).

First, via remote attestation, Bob establishes that he is
interacting with an genuine TEE running the expected source
code in Fig. 8. According to Fig. 8, the only way for Mi to
obtain preb without paying the bribe is to feed the enclave with
a forged chain of headers. Hardcoding the lower watermark for
PoW difficulty prevents the miner from forking an old block
with low difficulty. To pass the checks enforced by TEE, the
miner must generate at least 6 blocks that could have been
accepted by the blockchain, which is prohibitively expensive
and irrational since the bribe amount is smaller.

Analysis. We will now show that if there is a single actively
rational miner Mi, then Mi and Bob will prefer engaging in
reverse bribery to following the MAD-HTLC protocol (Theo-
rem 4). We borrow the model and setup from Section III
to construct a game Gind(·, ·) in which we change the fair
exchange as defined in this section. For ease of exposition,
we add another action for Bob. Bob always publishes tx col

B
in round T even if he accepts bribes. This does not change
the game because tx col

B does not reveal any information about
preb.

Lemma 12. In subgame Gind(T, ·), if chosen to create block
bT , a miner with knowledge of preb will redeem MH-Col via
path col-M and a miner without knowledge of preb will redeem
MH-Col via path col-B.

Proof: Note that MH-Col cannot be redeemed before
round T by definition so redeeming MH-Col is a viable action
in round T . By assumption, tx col

B is always available in round
T . Since vcol > f col

B > f , if Mi knows preb then including
tx col

M in bT is strongly dominant for Mi. Also, note that we
assume prea has been revealed in tpub < T .

If Mi does not know preb in round T , we will argue that
Mi will have no chance to redeem MH-Col in the future, so
including tx col

B in bT is the best strategy. If Mi does not know
preb in round T , it follows that Mi would not learn preb from
Bob in the future (since Bob only accepts bribery in tpub by
assumption, and Bob will not volunteer preb since prea has
been revealed.) The only other possibility for Mi to learn preb
is from other miners. But since any miner can redeem MH-
Col, by the time preb is revealed, MH-Col would already have
been redeemed.

Consequently, since f col
B > f , including tx col

B in bT is
strongly dominant for Mi if it does not know preb.

Lemma 13. In subgame Gind(T, red), if chosen to create block
bT , a miner with knowledge of preb will redeem MH-Dep
via path dep-M and a miner without knowledge of preb will
redeem MH-Dep via path dep-A.

Proof: The argument is analogous to Lemma 12, given
that vdep > f dep

A > f .

Lemma 14. In any subgame Gind(k, red), where k ≥ tpub and
k < T , if chosen to create block bk, a miner with knowledge
of preb will redeem MH-Dep via path dep-M .
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Proof: Let Mi be some miner in round k with knowledge
of preb chosen to create bk. From Lemma 12, it follows that
MH-Col will be redeemed in round T . Consequently, Mi’s
expected utility with respect to the redemption of MH-Col is
given by λi(v

col − f) independent of how many other miners
know preb. In particular, revealing preb by including tx dep

M
in block bk before round T does not negatively affect Mi’s
expected utility with respect to the redemption of MH-Col.
Given no negative effects with respect to the later redemption
of MH-Col, it follows from vdep > f dep

A > f that including
tx dep

M in block bk is strongly dominant for Mi.

Lemma 15. In subgame Gind(tpub, red), when all other miners
are passively rational, offering a bri < λi(v

dep − f dep
A ) +

λi(v
col − f col

B ) strongly dominates any other action available
to a single actively rational Mi.

Proof: Let Mi be an actively rational miner in subgame
Gind(tpub, red) facing the decision of whether or not to offer
bri to Bob. If Mi chooses to bribe, supposing Bob accepts, it
follows from Lemma 13 and Lemma 14 that Mi will redeem
MH-Dep via path dep-M if chosen to create a block in any
subgame Gind(k, red), where k ≥ tpub.

Note that Mi’s expected utility with respect to the redemp-
tion of MH-Dep is lowest if all passively rational miners try to
redeem MH-Dep via path dep-A in all subgames Gind(k, red),
where k ≥ tpub. In this case, Mi’s expected utility from
knowing preb with respect to the redemption of MH-Dep
is given by λi(v

dep − f). From Lemma 12, it follows that
Mi’s expected utility from knowing preb with respect to
the redemption of MH-Col is always given by λi(v

col − f).
Consequently, Mi’s total expected utility from offering bri to
Bob is lower bounded by:

λi(v
dep − f) + λi(v

col − f)− bri (3)

Now suppose Mi chooses not to bribe. Then, since all
other miners are passively rational, no one will bribe. In
this case, preb will never be revealed. In this case, since
f dep
A > f and since there is no benefit from waiting for preb

to be revealed, in a perfect information game, every passively
rational miner and Mi will redeem MH-Dep via path dep-A if
chosen to create a block in any subgame Gind(k, red), where
k ≥ tpub. Consequently, Mi’s expected utility with respect to
the redemption of MH-Dep if choosing not to bribe is given
by λi(f

dep
A − f). It further follows from Lemma 12 that Mi’s

expected utility with respect to the redemption of MH-Col
is given by λi(f

col
B − f) in this case. Therefore, Mi’s total

expected utility from choosing not to bribe in round tpub is
given by:

λi(f
dep

A − f) + λi(f
col

B − f) . (4)

Given the expected utilities in Eq. (3) and Eq. (4), we can
see that when no other miner bribes, for Mi offering bri to
Bob strictly dominates not bribing in round tpub as long as
bri < λi(v

dep − f dep
A ) + λi(v

col − f col
B ).

Lemma 16. In subgame Gind(tpub, red), when all miners
except Mi are passively rational, Bob will strictly have higher
utility from accepting Mi’s bribe as long as bri > (1 − (1 −
λi)

T−tpub+1)(vcol − f col
B ).

Proof: Once Alice publishes prea in tpub, the most Bob
stands to gain from following the protocol is vcol−f col

B . On the
other hand, if Bob accepts a bribe bri, his gain is at least bri;
moreover, with certain probability, Bob might also get vcol.

Observe that Bob gets to redeem vcol in round T when
two events happens: E1) preb is not revealed before round T
(or else some miner—not necessarily Mi—will redeem vcol in
round T ), and E2) the bribing miner Mi is not elected to mine
in round T (or else Mi will redeem vcol herself). Bob’s total
income when accepting the bribe is therefore bri + Pr[E1] ·
Pr[E2] · (vcol − f col

B ).

The probability depends on Mi’s mining power as well as
the actions of other (passively rational) miners. We consider
the worst case to get a lower bound. preb is revealed only
when Mi redeems vdep, the probability of which is maximized
when when all passively rational miners only include unrelated
transactions. Therefore Pr[E1] ≥ (1−λi)

T−tpub . It is not hard
to see Pr[E2] = 1− λi.

Overall, Bob’s utility is (1−λi)
T−tpub+1(vcol−f col

B )+bri.
Bob would have strictly higher utility from accepting Mi’s
bribe if vcol−f col

B < (1−λi)
T−tpub+1(vcol−f col

B )+bri which
is equivalent to: (1− (1− λi)

T−tpub+1)(vcol − f col
B ) < bri.

Theorem 4. Let Mi be the single active miner. Assuming that
all miners are rational and non-myopic, then as long as vcol−
f col
B < λi

1−λi
(vdep − f dep

A ), there always exists a value for
bri, such that Mi and Bob have higher expected utility from
mounting SIRBA with bri than from following the MAD-HTLC
protocol, when all other miners are passive.

Proof: From Lemma 16 it follows that in the case in
which all other miners are passively rational, Bob will have
strictly higher utility from accepting bri if bri < (1 −
(1 − λi)

T−tpub+1)(vcol − f col
B ) independent of the action

that passively rational miners choose before round T . From
Lemma 15, we further know that Mi would have strictly higher
expected utility from paying any bri < λi(v

dep − f dep
A ) +

λi(v
col−f col

B ) to Bob in exchange for preb. Clearly, a feasible
bribe value that results in higher expected utility for both Bob
and Mi will always exist if (1 − (1 − λi)

T−tpub+1)(vcol −
f col
B ) < λi(v

dep − f dep
A )+λi(v

col − f col
B ). It is simple to see

that if vcol − f col
B < λi

1−λi
(vdep − f dep

A ), such a value will
always exist.

B. Analysis of SDRBA

We first define some additional helpful lemmas to prove
the lemmas mentioned in the text.

Lemma 17. Suppose vdep has been redeemed in some round
before T . Consider the subgame g = Gdep(T, st) in round
T . If st = irred-nrev, redeeming vcol through dep-B is a
dominant strategy for both Bob and miners. If st = irred-rev,
redeeming vcol through col-M is a dominant strategy for
miners. Moreover, the utility of miner Mi ∈ M with mining
power λi is given by

ūi(g) =

{
λi(v

col − f) st = irred-rev
λi(f

col
B − f) st = irred-nrev

.
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Proof: Since MH-Dep has been redeemed, the miner of
round T can choose between three actions: to redeem MH-
Col via col-B, to redeem MH-Col via col-M , or to include
unrelated transactions. We analyze the utility of these options
based on how MH-Dep might have been redeemed. Since
dep-B is not possible before round T per HTLC spec, MH-Dep
must have been redeemed through dep-M or dep-A.

Case 1: If the path dep-M was taken, then preb would
have been revealed and the game will be in st = irred-rev.
Given that vcol > f col

B > f , Mi will strictly prefer to redeem
MH-Col via path col-M over any other action. The utility is
ūi(G

dep(T, irred-rev)) = λi(v
col − f).

Case 2: If the path dep-A was taken, then preb is only
known to Bob (bribing miners will not learn preb directly
through the fair exchange protocol, as discussed in Sec-
tion III-C). Since a miner can at most earn the value of MH-Col
(i.e., vcol) through reverse bribery, it cannot bribe more than
vcol. However, since Bob gets back vcol anyway, it is infeasible
for miners to incentivize Bob to deviate from the honest
protocol and reveal preb. Consequently, Mi will include tx col

B
(instead of unrelated transactions since f col

B > f by assump-
tion). The utility is the fees, i.e., ūi(G

dep(T, irred-nrev)) =
λi(f

col
B − f).

Lemma 18. For any subgame g = Gdep(k, st) where tpub <

k ≤ T and st ̸= red, ūi(g) = ūi(G
dep(T, st)).

Proof: State st ̸= red means that MH-Dep has been
redeemed, so the utility change can only be gained from
redemption of MH-Col. Following the proof of Lemma 17,
the expected utility from MH-Col solely depends on miners’
knowledge of preb and mining power. We now argue that
neither changes between round k and T . If MH-Dep has been
redeemed via path dep-M , then preb has been revealed on-
chain. If MH-Dep has been redeemed via path dep-A, then
preb will never be known to any miners (following a similar
argument as the proof of Lemma 17). Thus the knowledge of
preb will not change between round k and T . By assumption,
the mining power does not change.

Lemma 19. In Gdep(T, red), a passively rational miner will
redeem MH-Dep and MH-Col via path dep-A and col-B.

Proof: The proof is similar to lemmas 12 and 13 where
the passively rational miner does not know preb in round T .

Now, we redefine and prove the lemma statements used in
Section III

Lemma 1. In Gdep(T, red), for an actively rational miner,
paying a bribe bri to Bob strongly dominates any other
available action if bri < vdep + vcol − f dep

A − f col
B . In this

case, ūi(G
dep(T, red)) = λi(v

dep + vcol − 2f − bri).

Proof: Let Mi be some actively rational miner in
Gdep(T, red). In round T , Mi has the chance to redeem both
vdep and vcol, thus Mi can choose between i) including tx dep

A
and tx col

B , ii) offering a bribe, or iii) including unrelated trans-
actions. We first observe that including unrelated transactions
realizes strictly less profit than including tx dep

A and tx col
B . Now

we compare the utility from (ii) bribing and (iii).

Suppose miner Mi were to bribe bri. Then Mi’s expected
utility from bribery, conditional on Bob’s acceptance of bri, is

λi(v
dep − f + vcol − f − bri) (5)

since Mi can earn vdep+vcol with probability λi. On the other
hand, Mi’s utility from not bribing (i.e., including transactions
from Alice and Bob instead) is λi(f

dep
A −f +f col

B −f). Thus,
if bri < vdep − f dep

A + vcol − f col
B , then Mi prefers paying

bribe bri to Bob.

Lemma 2. In any subgame Gdep(k, red) where tpub ≤ k < T ,
as long as bri < vdep −f dep

A +λi(v
col −f col

B ), for an actively
rational miner, bribing Bob and redeeming MH-Dep via path
dep-M in round k strongly dominates redeeming MH-Dep via
path dep-A.

Proof: Let Mi be some actively rational miner chosen to
create a block in round k where tpub ≤ k < T . If Mi chooses
to bribe bri, and Bob accepts the bribe, then Mi’s utility in
subgame Gdep(k, red) is given by vdep−f−bri+ūi(G

dep(k+
1, irred-rev)). By Lemma 17 and Lemma 18, this expression
becomes:

vdep − f − bri + λi(v
col − f). (6)

If Mi chooses to include tx dep
A , then MH-Dep will be

redeemed via path dep-A. As argued in proof of Lemma 18, we
argue that in this case preb will never be released. Hence, Mi’s
expected utility from choosing to include tx dep

A if chosen to cre-
ate block bk is given by f dep

A −f+ūi(G
dep(k+1, irred-nrev)).

By Lemma 17 and Lemma 18, this expression becomes:

f dep
A − f + λi(f

col
B − f) (7)

From Eq. (6) and Eq. (7), if bri < vdep − f dep
A +λi(v

col −
f col
B ), then Mi’s expected utility from bribing is strictly higher

than from redeeming MH-Dep via path dep-A.

Lemma 3. In any subgame Gdep(k, red) where tpub ≤ k < T ,
as long as bri < vdep − f dep

A , for an actively rational miner,
bribing Bob and redeeming MH-Dep via path dep-M in round
k strongly dominates including only unrelated transactions.

Proof: Let Mi be an actively rational miner creating a
block in round k where tpub ≤ k < T . As in Lemma 2, its
utility from choosing to pay bribe bri to Bob in round k is
given by vdep − f − bri + λi(v

col − f) (Eq. (6)).

Consider the case where the best action for Mi changes
to bribe Bob in some round ≥ k + 1 and < T , then if Mi

gets chosen to create a block in that round and MH-Dep is
still redeemable, the utility earned in that round would still be
given by vdep − f − bri+λi(v

col − f). Since the miner would
get chosen in such a round with probability < 1, it follows
that bribing Bob in round k strictly dominates by deferring the
bribe to some later round < T . Consequently, the only other
action for Mi would be to consider including only unrelated
transactions till timeout T .

Suppose Mi includes only unrelated transactions until
the timeout, then there are three possible cases to consider
depending on the game state in the timeout round:
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Case 1: Gdep(T, red). In this case, MH-Dep has not been
redeemed until the timeout round. Mi’s expected utility is thus
given by Eq. (5) and equal to λi(v

dep + vcol − 2f − bri).

Case 2: Gdep(T, irred-rev). In this case, MH-Dep has
been redeemed by some other miner via path dep-M . From
Lemma 17 it follows that Mi’s expected utility is given by
λi(v

col − f).

Case 3: Gdep(T, irred-nrev). In this case, MH-Dep has
been redeemed by some other miner via path dep-A. From
Lemma 17 it follows that Mi’s expected utility is given by
λi(f

col
B − f).

Consequently, Mi’s expected utility from choosing to in-
clude only unrelated transactions before the timeout is upper
bounded by max (λi(v

dep + vcol − 2f − bri), λi(v
col − f)).

Clearly, when bri < vdep − f , Mi’s expected utility from
bribery in round k is strictly higher than from including an
unrelated transaction.

Lemma 4. In any subgame Gdep(k, ·) where k ≥ tpub, Bob
will have higher utility from accepting any bri > vcol − f col

B
than from following the MAD-HTLC protocol.

Proof: By the same argument as in Lemma 16, once Alice
publishes prea in tpub, Bob’s highest achievable utility from
following the protocol at this point is vcol − f col

B . Given the
game setup, Bob will only release preb if the attack succeeds.
In this case, by Lemma 17 and Lemma 1, Bob will lose vcol.
Consequently, Bob will not accept any bribe bri ≤ vcol−f col

B .
On the other hand, Bob will have strictly higher utility at the
end of the game from accepting bri > vcol − f col

B than from
following the MAD-HTLC protocol.

Safety of MAD-HTLC against SDRBA

Theorem 5. If vcol − f col
B > 1

1−λmax v
dep and f dep

A ≥
λac

T−tpub+1(vdep − f dep
A ), following MAD-HTLC protocol

would be preferred by all miners over bribing Bob

Proof: From Lemma 2 and Lemma 4, it follows that
bribery would be preferred over tx dep

A before round T only
if vcol − f col

B < vdep − f dep
A + λi(v

col − f col
B ), else tx dep

A is
preferred over bribing Bob. Thus, if vcol−f col

B > 1
1−λmax v

dep,
then no miner Mi would choose to bribe Bob in all rounds
before T .

From Lemma 1 and Lemma 4 it follows that if MH-Dep is
still redeemable in round T , bribery will be strictly preferred
for both an actively rational miner and Bob if vcol − f col

B <
vdep − f dep

A + vcol − f col
B . Since vdep − f dep

A > 0, it follows
that bribery will always be preferred at that time. In case all
active miners choose to not include related transactions till T ,
the probability that the game will reach the game Gdep(T, red)
is given by λac

T−tpub . Further, probability for any active miner
to win in round T would be given by λac. Thus, the probability
that any active miner receives utility from including unrelated
transactions till round T is λac

T−tpub+1 and the utility is given
by λac

T−tpub+1(vdep−f dep
A +vcol−f col

B −bri and since bri >
vcol−f col

B , the utility is upper bounded by λac
T−tpub+1(vdep−

f dep
A ). If utility from including tx dep

A exceeds the same, then

all active miners would be better off following MAD-HTLC
protocol.

C. Variants of the Protocol for Realizing SDRBA

We consider a few variants of the protocol discussed in
Section III-B.

ZKPs in place of TEEs. Instead of TEEs, Bob can prove
the correctness of h using zero-knowledge proof [22]. This
removes the reliance on TEE security (although we emphasize
that the presented protocol only requires integrity, not confi-
dentiality), but ZKPs are typically orders of magnitude slower
than equivalent implementation using TEEs.

A protocol with TEE on the miner’s side. We can also
adapt the construction in [12] to get another implementation
of SDRBA where the miner hosts the TEE. Briefly, Bob sends
encrypted preb to a TEE, which decrypts it upon receiving a
complete proof-of-work block satisfying certain criteria. Then
the miner completes the block and broadcasts it. This variant
necessarily relies on the confidentiality guarantee of TEEs and
works with PoW blockchains. The upside, however, is that the
miner does not rely on Bob’s rationality for broadcasting. A
similar construction appeared in MEV-SGX [12] although in
a different context.

D. Proof of Lemmas in HyDRA

Lemma 5. For an active rational miner in round t ≥ T ,
where mounting SDRBA is an available action (i.e., MH-Dep
and MH-Col are still redeemable) and vdep − (T − tpub − 1) ·
c1− (t−T ) · c2 > f dep

A , mounting SDRBA (Step 2) dominates
censoring tx dep

A (Step 1).

Proof: The total amount remaining in the contract for
any miner of round t to take a bribe of c1 or c2 for censorship
is vdep − (T − tpub − 1) · c1 − (t − T ) · c2. This is to be
the utility for the miner (vdep + vcol − br) who chooses
to perform SDRBA in the current round. If the miner instead
chooses to censor tx dep

A and get c2 bribe, and is chosen to build
the next block in round t′, the expected utility would be at most
c2+vdep−(T−tpub−1)·c1−(t′−T )·c2, even considering that
no other active miner between time t and t′ chooses to take
Step 2. Since t′ ≥ t+1, this utility is lower than or equal to the
utility earned by the active miner choosing to mount SDRBA in
round t. Thus, given that SDRBA is available, all active rational
miners will take that action, instead of potentially sharing the
revenue with other miners.

Lemma 6. For any rational miner of round t ≥ T , where MH-
Dep and MH-Col are not yet redeemed and vdep− (T − tpub−
1) · c1 − (t − T ) · c2 > f dep

A , censoring tx dep
A and accepting

delay bribe (Step 1) dominates over including tx dep
A .

Proof: In each round t ≥ T , given the choice between
including tx dep

A and censoring it, a rational miner, chosen to
mine the current round, would have a utility of f dep

A if it
chooses to include tx dep

A , whereas a miner who chooses to
censor tx dep

A , can call the contract with proof of not including
the transaction and get a future amount of c2, which we have
set to be > f dep

A /λac (Fig. 6), with a potential to earn more in
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the future rounds. With probability λac, the next block would
be mined by an active miner, who as shown in Lemma 5, will
choose to perform SDRBA step and make the attack successful.
Thus, the probability of receiving the future amount of c2 is
at least λac. Therefore, utility from censoring the transaction
is given by u > λac · (f dep

A /λac). Thus, it is rational for all
miners to censor tx dep

A than to include it on-chain.

Lemma 7. For any rational miner of round t < T , where
MH-Dep has not yet been redeemed and vdep − (T − tpub −
1) · c1 + (1/λac) · c2 > f dep

A , censoring tx dep
A and accepting

delay bribe (Step 1) dominates over including tx dep
A .

Proof: In each round, given the choice between including
tx dep

A and censoring it, a rational miner chosen to mine the
current round would have a utility of f dep

A if it chooses
to include tx dep

A , whereas a miner who chooses to censor
tx dep

A , can call the contract with proof of not including the
transaction and get a future amount of c1. Since the expected
number of blocks the attack lasts after timeout is given by
1/λac, the probability with which the attack succeeds until
that round is given by 1 − (1 − λac)

1/λac . We have set

c1 >
f

dep
A

1−(1−λac)1/λac (Fig. 6), which gives the miner a utility

greater than f dep
A . Thus, it is rational for all miners to censor

tx dep
A than to include it on-chain.
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